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ABSTRACT

As the amount of data available on the Internet grows rapidly, more and more of the data
becomes semi structured. The Extensible Markup Language (XML), as a format for semi
structured data, has become a standard for the representation and exchange of data over
the Internet. Early in the XML history there were thoughts about whether XML is
different from other data formats that require a database of its own. The popularity and
wide-spread use of XML among a diverse set of organizations has engendered a
rethinking of the storage and retrieval practices for data. Most early XML storage
practices relied on mappings and transformations between XML data trees and relational
database tables within a Relational Database. Though relational databases can represent
nested data structures by using tables with foreign keys, it is still difficult to search these
structures for objects at an unknown depth of nesting; by contrary, it is a potential
advantage in XML. Also, the nested and repeating elements in XML documents can quite
easily result in an unmanageable number of tables. Furthermore, it is usually very difficult
after insertion to change the relational schema due to XML schema' changes. The
limitations of relational approaches are now well known. Moreover, local update to the
document should not cause drastic changes to the whole storage system. Therefore, the
design of the storage system should trade-off between the query performance and update
costs. This study is to evaluate the Native XML database (NXD) performance in a
comparison with XML_Enabled Database (XED), and then to enhance- Entity
Relationship (ER) algorithm of the relational schema for the improvement of Insert,
Delete, Update and Search XML document (XML files with a large number of elements)
and finally, to validate the algorithm in NXD and compare the performance of XED and
NXD, by implementing the same command and control data model. Five different sizes
of datasets have been used (65.8, 101, 117, 127, 183 MB). Benchmark techniques is used
to measure the performance. XMark and XMark-1 are two main tools of Benchmarks in
the research field, and they have used for the dataset. The performance of a system can
be measured by using datasets of.varying sizes, different documents with different
features. The size of XML documents and the number of elements have been determined
by the factor of the main driver of generation. The result of this study shown that XED
has better performance for the datasets <=117 MB. The performance of XED begins to
decline with the increase in the size of XML data (>127 MB), while NXD shown better
performance in for the data (=>127 MB). NXD produced better results i in the reporting
section, which implies that the NXD X-Query has performance gains from query
optimization. Most of the figures show that the XED starts better, but becomes worse as
data size grows. The dlfference becomes obvious as the query becomes more
complicated.
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ABSTRAK

" Oleh kerana jumlah data yang wujud di Internet meningkat dengan cepat, semakin banyak
data menjadi separa berstruktur. The Extensible Markup Language (XML), sebagai suatu
format data berstruktur semi, telah menjadi satui standard bagi perwakilan dan pertukaran
data melalui Internet. Pada awal sejarah XML terdapat pandangan tentang sama ada XML
adalah berbeza daripada format data lain yang memerlukan pangkalan data yang
tersendiri. Populariti dan penggunaan meluas XML di pelbagai organisasi telah
melahirkan pandangan baru bagi amalam penyimpanan dan capaian data. Kebanyakan Di
peringkat pemula, amalam penyimpanan XML adalah bergantung kepada pemetaan dan
transformasi di antara pepohon data XML dan jadual pangkalan data hubungan dalam
pangkalan data hubungan. Walaupun pangkalan data hubungan boleh mewakili struktur
data sesarang dengan menggunakan jadual dengan kunci asing, ia masih sukar untuk
carian struktur objek pada kedalaman sesarang yang tidak diketahui; sebaliknya, ia adalah
satu kelebihan yang berpotensi dalam XML. Selain itu, elemen sesarang dan berulang
dalam dokumen XML boleh dengan mudah menyebabkan sejumlah jadual tidak terurus.
Seterusnya, ia biasanya sangat sukar selepas sisipan untuk menukar skema hubungan
disebabkan oleh skema pertukaran XML. Had bagi pendekatan hubungan ini, kini
diketahui umum. Selanjutnya, kemaskin setempat kepada dokumen itu tidak boleh
menyebabkan perubahan drastik kepada sistem penyimpanan keseluruhan. Oleh itu, reka

_bentuk sistem penyimpanan perlu saling bertukar peranan di antara prestasi pertanyaan
dan kos kemaskini. Kajian ini bertujuan untuk menilai prestasi pangkalan data XML natif
(NXD) dibandingkan dengan pangkalan data XML _Enabled (XED) dan untuk
meningkatkan Hubungan Entiti (ER) algoritma bagi skema hubungan untuk peningkatan
sisipan, buang, kemaskini dan carian dokumen XML (XML fail dengan jumlah elemen
yang besar) dan akhirmya untuk mengesahkan algoritma dalam NXD dan
membandingkan prestasi XED dan NXD melalui pelaksanaan arahan dan kawalan data
model yang sama. Lima saiz set data yang berbeza telah digunakan (65.8, 101, 117, 127,
183 MB). Teknik penanda aras digunakan untuk mengukur prestasi. XMark dan XMark-
1 adalah dua alat utama penandaarasan dalam bidang penyelidikan ini dan telah
digunakan untuk semua set data. Prestasi sesuatu sistem boleh diukur dengan
menggunakan set data yang berlainan saiz, dokumen yang berbeza dengan ciri-ciri yang
berbeza. Saiz dokumen XML dan bilangan elemen adalah ditentukan oleh faktor pemacu
utama penjanaan. Hasil kajian ini menunjukkan bahawa XED mempunyai prestasi yang
lebih baik bagi set data <= 117 MB. Prestasi XED mula menurun dengan peningkatan
dalam saiz data XML (> 127 MB), manakala NXD menunjukkan prestasi yang lebih baik
dalam untuk data (=> 127 MB). NXD menghasilkan keputusan yang lebih baik dalam
bahagian laporan, yang membayangkan bahawa NXD X-pertanyaan mempunyai dapatan
prestasi dari pengoptimuman pertanyaan. Hampir semua angka-angka ini menunjukkan
bahawa XED bermula lebih baik, tetapi menjadi lebih teruk bila saiz data meningkat.
Perbezaan menjadi jelas bila pertanyaan menjadi lebih rumit.
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CHAPTER 1

INTRODUCTION

1.1 Introduction

As the amount of data available on the Internet grows rapidly, more and more of
the data becomes semi structured and hierarchical. The data has no absolute schema fixed
in advance, and its structure is irregular or incomplete. Semi structured data arises when
the source does not impose a rigid structure, and when the data is obtained by combining
several heterogeneous data sources during the process of data integration. Semi structured
data is often called schemaless or self-describing, because there is no separate description

of its type or structure and its data (Ganguly, Sarkar, 2012).

The Extensible Markup Language (XML), as a format for semi structured data,
has become a standard for the representation and exchange of data over the Internet. Using
XML as a data representation standard, it is possible to represent not only the data itself,
but also its semantics. XML was designed specifically to describe content, rather than .

presentation. It is a textual representation of data (Seligman and Rosenthal, 2001).

The popularity and wide-spréad use of XML among a diverse set of organizations
has engendered a rethinking of the storage and retrieval practices for data. Most early
XML storage practices relied on mappings and transformations between XML data trees

and relational database tuples within a conventional Relational Database Management

Systems (RDBMS).




_As a consequence, a single business operation might require numerous
translations of the data from XML to relational table formats and vice versa at a
significant cost in speed, reliability and efficiency of representation (Nicola and John,

2003; SC Haw, 2007) .

. XML documents in relational systems would be simply mapped into existing
relational database structures like “Large Objects” (LOBs), with XML being stored intact
as plain unparsed text. Another approach used by RDBM:s has been to create appropriate
relational schemas and “shred” XML documents into many tables. The limitations of
these two approaches are now well known. While inserting and extracting full XML
dbcuments is relatively fast in the case of LOB storage, this approach can be relatively
slow during query processing and fragment extraction due to the need for XML parsing
at query execution time (Nicéla, and Linden, 2005; Zhang, and et al, 2009). While the

' “shredded” approach can provide reasonable performance given a good mapping,
mapping an XML schema to an equivalent relational schema is usually a complicated job.
Also, the nested and repeating elements in XML documents can quite easily result in an
unmanageable number of tables. Furthermore, it is usually very difficult after insertion to
change the relational schema due to XML schema changes. Thus, the flexibility of XML
is essentially lost with this approach (Shao, 2010; Fiebig et al, 2002).

XML data is a challenge for relational databases. Hence the need to develop

- appropriate storage systems to store XML data and have the ability to speed the access of
relevant and accurate information (Oracle 2012) Therefore, Native XML database
becomes more and more popular and gained popularity as a flexible storage format. In
Native XML database, XML data stored in the internal solid data model which retains the
structure of the XML data. When storing XML data in a database, many questions arise:

(i) How to store the data in the databases?
(i)  How to express queries and updates?
(i) How can XML data be indexed to speed up frequent queries?
(iv)y How to detect if a modifying operation affects an established index
and must therefore be updated to keep it consistent?
(v) How can indexes that are best for a given application determined

automatically?



Thus, the querying process in XML data has become a challenge (Qtaish and
Ahmad, 2014), and there has been a strong demand for improved query languages for
processing XML documents. XML data is hierarchical structure (tree structure), and
document data represented in XML comprise a sequence of possibly nested tags which
can be expressed by a tree structure, and querying and transforming XML data from one

format into another will be a frequent task.

This thesis focus on the path expressions in native XML databases. The main focus
will be enhancing path expressioné as expressive for database management systems
(Native XML database and XML_Enabled database); path expressions specify special
regular expressions on trees. In addition, path expressions as ubiquitous in many XML
query languages (e.g., XPath (Berglund and Boag ), XQuery (Boag et .al) and XSLT
(Clark ). ' ‘ :

1.2 Background

XML stands for extensible Markup Language, which is originated from Standard
Generalized Markup Language (SGML, ISO 8879). It is a markup language designed to
be relatively human-legible. Hypertext Markup Language (HTML) i§ another
predominant markup language for web page design. It is also originated from SGML prior
to the inception of XML. However, XML is not a replacement for HTML, as they are
designed for different objectives, XML is designed to describe data and to focus on what
data is. HTML is designed to dislz;lay data and to focus on how data looks. In other words,
HTML is about displaying information, while XML is about describing information.

Consider the bibliography information shown in Figure 1.1, and the corresponding
HTML and XML representations in Figure 1.2. We can observe some differences
between HTML and XML. In HTML, the tags and document structures are fixed. Only
the tags which are defined in the HTML standard (e.g., (hi), (p)) can be used. In XML,
however, users can define their own tags (e.g., (book), (title)) and document structure. As
a result, it is more flexible and powerful. XML schema languages, e.g., Document Type
Definition (DTD) and XML schema, are proposed to provide a high level abstraction of

XML documents in terms of constraints on both structure and content.

3



Bibliography
Foundation of Database.Abibeboul, Hull, Vianu Addison Wesley, 1995

Data on the Web.Abiteboul, Buneman, Suciu Morgan Kaufman, 1999

Figure 1.1. Example of Bibliography Data

HTML DOCUMENY XML DOCUMNENT
<h1> Bibliography of Database </hi> | <bibliography>
<p> <book>
<i> Foundation of Database </i> <title> Foundation of Database </title>
Abibeboul, Hull, Vianu <Auther> Abibeboul </Auther>
<br> Addison Wesley, 1995 <Auther> Hull </Auther>
<p> <Auther> Vianu </Auther>
<i> Data on the Web </i> <Publisher> Addison Wesley </publisher>
Abiteboul, Buneman, Suciu <year> 1995 </year>
<br>Morgan Kaufman, 1999 </book>
</bibliography>

Figure 1.2. HTML and XML Representations of Data Example in Figure 1.1

XML is widely used in various scopes of applications: XML plays an important
role in data exchange between different information systems. It can reduce the complexity
of exchanging incompatible data formats; XML facilitates communications and data
sharing between different systems and programming languages; XML is widely used for
content management; with extensible Stylesheet Language Transformations (XSLT),
XML documents can be transformed into other XML or "human readable" documents
such as HTML, WML, PDF, flat file and EDI, etc.; XML enables integration of Web

application; and many others.

. With the popularity of XML and increasing amount of information stored and
exchanged using XML, efficient hosting of XML stores and efficient processing of XML
queries becomes important in the database community. To utilize the mature relational
database technologies such as persistent storage, transactional consistency,

recoverability, security, efficient search and update operations, many- approaches are

4




proposed to store XML data in relational databases. They are typically based on shredding
DTD/schema into relations. Typical examples include STORED, Edge (Florescu and
Kossmann, 1999), XISS/R (Harding and Moon, 2003), XParent(Jiang et al, 2002),
MonetDB(Schmidt et al, 2000), MOA (Van Zwol et al, 1999), XRel(Yoshikawa et al,
2001; Zhou et al, 2001) etc.

Also, conventional database vendors provide relational support for XML data,
e.g., DB2 (IBM), Microsoft SQLXML (Microsoft) and Oracle 9i (Oracle). However,
there is inherent impédance mismatch between the relational (sets of tuples) and XML
(unranked trees) data models. An alternative approach to using relational databases for
XML data is to build a specialized XML data manager, i.e., one which can reflect the
hierarchical structure of the XML data. This is referred to as a native XML database. In
native XML databasés, XML data is generally modelled as trees, where tree nodes
represent XML elements, attributes and text data, and edges for element/sub-element
relationship. The tree representation of the XML document in Figure 1.2 is shown in
Figure 1.3. Timber (Jagadish et ai, 2002), XBase(Wang, et al, 2002), Lore (McHugh, and
et al, 1997) (for Lightweight Object Repository) and several industrial pl;oduc;ts such as
Tamino(Scheming., 2001) and XYZFind are native XML database systemé. Our research

focuses on query processing over native XML databases.

A novel data'model requires query languages to take advantage‘ of the 'storage
features of that model. To retrieve tree-shaped XML data, different XML query languages
have been proposed such as Lorel (Abiteboul etv al, 1997), XPATH (Berglund et al),
UnQL(Buneman, et al, 1996), XQUERY (Chamberlin et al. 2001), Quilt ( Chamberlin
and etr al, 2000), XML-QL (Deutsch, et al, 1993) and Strudel (Fernandez, et al, 2000).
XPATH and XQUERY are recomm@nded by W3C and are regarded as the state-of-the-
art query languages for XML databases. XQUERY on XML tree is analogous to SQL on
relational tables. XPATH is a major subset of XQUERY and path expreséion is the core
of XPATH. For example, the following path expression /paper -[@conf=
"ICDE"J[@year= "2000"j"/author returns all author elements which -have paper(s)
published in ICDE 2000.
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Figure 1.3. Tree Representation of XML Data in Figure 1.2

1.3 Problem Statement

_ _There are several desirable features for the XML database storage systems. First,
the difficulty of converting the shredding of XML data into relational tables increased
with increasing the data size (Zhang and Tompa, 2004). Secondly, the storage system
should be robust enough to store any XML documents with arbitrary tree depth or width,
with any element-name alphabet, and with or without associated schemata. Moreover,
lo‘cal ﬁpdate to the document should not cause drastic changes to the whole storage
system. Therefore, the design of the storage system should trade-off between the query

performance and update costs.

"There are three important problems related to the processing of path expressions:
1. What is the storage system for XML documents to support efficient evaluation
as well as storing and updating XML documents?
2. How to evaluate path expressions efficiently for different types of queries?
3. How to choose which physical operators are the best ones given a path

expression and an XML database?




Due to the mismatch between the nature of the structure of the database and the
XML data structure. The problem for this study is:

i) Decline in the performance of the XML_Enabled database

(i)  Degradation of performance of XML _Enabled database, when-search of
XML documents (Group of data).

1.4 The Objective of the Study
This research has three main objectives:

(i) To evaluate the Native XML database performance in a comparison with
XML _Enabled database. . _
(i) To enhance entity relationship (ER) algorithm of the relational schema for the
improvement of Insert, Delete, Update and Search XML documeﬁt.
(iii)  To validate the algorithm in Native XML databases, and compare the performance
of XML _Enabled database and Native XML database, by implementing the same

command and control data model

1.5 The scope of the study

(i) XML language which is the standard language for the exchange of information,
materials across the web more easily and smoothly than it was before. They also
have an important role in building and sharing bibliographic searches,
registrations resulting management systems, as well as exchange online. .

(i) XML language which holds great importance in the field of internet and

information, it can achieve greater results with the use of new techniques for

storing XML data and one of these techniques is a Native XML Database (NXD).
(iii) The use of Native XML database systems not only means evaluating the
performance of current products, but also is regarded as an incentive for further

development of XML database systems.




1.6 Research Plan

The research has two phases as shown in Figure 1.4:

(M)

(i)

(@)

(i)

First phase: Explore the functionality of a Native XML Database in handling
XML documents.
Second phase: Enhance the performance of the data queries based on Native XML

Database, in comparison with XML_Enabled database.

The research is implemented as follows:
The database size is measured for both databases to evaluate how efficient the

database server to store XML documents. The size of building indexes is

_measured in megabytes.

_Examine the efficiency and the time for XML document reconstruction from the

database (XML _Enabled database and Native XML database) is measured in

seconds.

Literature review

XML Data collection and preparation 3
Explore the functionality of a Native XML Database

Enhancéd the performance of the data queries based on Néti{fe XML |
Database and XML_Enabled database by using database benchmark

L

Compare the result of both databases for better performance

i

Figure 1.4 Researchplan



1.7 Thesis Organization

This thesis contains five chapters following this introductory chapter, structured

as follows:

In the Chapter 1, the framework of my thesis is presented such as introduction,

problem statements, objectives and research scopes.

Chapter 2: This chapter discussed the literature review gives a quantity of
Extensible Markup Language (XML) and its associated standards. The chapter starts with
an exploration of the emergence of XML language and its advantages and disadvantages.
The chapter explains the main primary types of XML, databases, and how these databases
handle with XML documents. Additionally, conventional approaches discuss the query

execution and the problems it face when processing queries on collections of XML

documents.

Chapter 3: This chapter, shows the detailed view of the thesis methodology. The
details on the concrete implementation of the storage and indexing components by using
XML database systerh benchmark. Finally, explain benchmark queries engine uses the

data sets collected.

Chapter 4: This chapter, shows the experimental settings to the detail view of
database design and the data sets that used in the thesis experiment. The empirical part
contains the testing of the research variables and discussion that involves synthesizing the
results obtained and evaluates the effectiveness of both databases (XML__Enabled
database and Native XML database). '

Chapter 5: In this chapter, the extensive discussion is presented for storing and
extracting complete xml documents, inserting process, updating process, deleting

process and searching process. Also, validation results is further analyzed.



Chapter 6: This chapter contains the conclusion and a few suggestions for

potential future work.
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CHAPTER 2

LITERATURE REVIEW

2.1 Introduction

This chapter introduce a brief description two databases: Native XML Database
(NXD) and XML_Enabled Database (XED). The methods for both databases of dealing
with XML data (Store, Extract and Search). This chapter also presented some of the
previous studies since 1999 to 2014 and focus more on relational database shredding
process problem because of the differences in the structures of the XML data. Finally, the
briefly review these approaches as they relate to the following issues: representation,

compression, labeling, and path processing and indexing

2.2 XML

As XML becomes a standarci data representation and exchange format (Harrusi,
et.al, 2006; Yang, et.al, 2010), because it’s a flexible text format used to create structured
documents and the way to describe the data and also contain the data as-well: With the
development of the Internet and breadth of knowledge, a significant amount of XML
documents is being added to the network continuously in various application domains.
As a result, effective management of XML data became an important technology, and a
lot of difficulties and challenges faced by such as: storage method for XML and queries
for these data, and these challenges draw increasing attention and cannot be oveflooked.

(Jing, et.al; 2011 and Yang, et.al, 2010).
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For this purpose, many alternative ways to store XML data. Existing ways can be
classified as native, semi structured, object-oriented, relational and object-relational.
There common way is storing XML data in relational databases (DeHaan, et al, 2003;

Florescu, et al, 1999; Shanmugasundaram, et al, 2001; and Shanmugasundaram, et al,

1999).

Relational approaches proposed to date are predicated on some pre-defined
mappings between XML documents and relational tables. These mapping schemas are
sometimes tailored to specific documents or document collections by using available
DTDs- (Document Type Definitions) (Shanmugasundaram, et.al, 1999)), identifying
structure patterns in XML documents (Deutsch, et al, 1999), or utilizing XML data
statistics and query workloads in a cost based manner (Wang, et al, 2003; and Bohannon,
2002). Alternatively, mappings can be defined generically to reflect the components of
an arbitrary XML document (Florescu and Kossmann, 1999; and Florescu, et al 2001).
However, the fact that XML documents do not require the existence of DTDs causes the
DTD-dependent mapping methods to be inapplicable, and the generic mapping often
exhibits poor performance in query processing, especially when “shredded” documents

- must be recomposed in answer to a query.

Other mapping methods may have some advantages for specific workloads, the
common problem with RDBMS solutions in storing XML data is simply that they are
relatiohal, not hierarchical which reflects the XML true storage structure. Ultimately,
some level of mapping to relational structures is required. RDBMS vendors over the last
number of years, particularly the ones indicated in (Ha, Sing Lee, 2011), have appeared
to alter their native database engine to allow. XML documents to be parsed more like their
native XML counterparts. Aside from simply storing whole.XML documents in relational
data structures, in (Jiang, 2011), it proposed two other methods, relational or table based
mapping and object-relational mapping. The relational mapping approach sometimes
referred to as "shredding" by decomposing a document, let us say, by element, attributes,
and other document information. The databases mentioned above subscribe to this
convention, but have recently made product improvements to limit some of the inherent
weaknesses. One of these weaknesses, (Cahlander, et.al, 2010) points out, is limited

support for complex XML structures. Also proposed, was the O-to-R mapping convention,
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which maps the document like a "tree of objects" which could overcorﬁe some of the
limitations of the shredding approach. However, the performance suffers if they are
applied to a wide, unknown range of XML environments. Most unfortunately, in all of
these approaches, once a mapping is defined, it cannot be changed without a major data
reorganization and corresponding application reimplementation (Chaudhri, et.al, 2003;

Cahlander, et.al, 2010; Jiang, 2011; Ha, Sing Lee, 2011).

The entire process of mapping XML is divided into different phases as following:
(1) Parsing The XML document
(i) Mapping the XML document into the database

(iii)  Query implementation on the database

The storage representation affects the efficiency of the query process. For a long
time most of the data is stored in SQL databases, managed and queried by using the SQL
language (Haw and Lee, 2011). Traditional databases using SQL (Structured Query
Language) do not translate easily to transport formats that would allow them to be used
across the World Wide Web (Houman, 2004). This thesis shows that Nativé XML
database views combined with XQuery can provide surprisingly effective solutions to the

problem of supporting query performance comparing with SQL in relational database.

Shanmugasuﬁdaram, et.al, (1999) have used the more conservative apprbach of
using traditional relational database engines for processing XML documents conforming
to Document Type Descriptors (DTDs). This approach has developed an algorithm that
converts XML documents to reiational ‘tuples, translates semi-structured queries over
XML documents to SQL queries over tables, and converts the results to- XML. It turns
out that the approach: can handle mest (but not all) of the semantics of semi-structured

queries over XML data, but is likely to be effective only in some cases.

Yoshikawa and Amagasa, (2001) have used a novel approach called XRel to
storage and retrieval of XML documents using relational databases. In this approach, an
XML document is decomposed into nodes based on its tree structure, and stored in
relational tables according to the node type, with path information from the root to each
node. Using XRel enabled to easily construct XQL interface on top of the (object)

relational databases. In this research limited extensions to types and functions, and did
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not need any special indexing structure for query processing. However, some extensions
- could be needed; for example, abstract data types for synthesizing query results would be
required if it implement XML—QL interface. Further, because the approach does not use
a special full text search system, it may not achieve high performance on query retrieval.

It is therefore important to develop abstract data types for improvement of performance.

Tatarinov and D. Viglas, (2002) have shown that XML's ordered data model can
indeed be efficiently supported by a relational database system. This is accomplished by
encoding order as a data value. In addition, they have proposed three order encoding
methods that can be used to represent XML order in the relational data model.

Furthermore propose algorithms for translating ordéred XPath expressions into SQL

using these encoding methods. Ordered XPath and XQuery queries were used to measure - -

query performance, while XML element insertions were used to measure update
performance. The results show that a relational database system can efficiently support

most ordered XML queries.

Zhang and Wm. Tompa, (2004) have proposed an alter Native approach that
builds on relational database technology, but shreds XML documents dynamically. This
approach is to avoid many problems in maintaining document order and reassembling
XML data from its fragments after shredding. Where are querying XML documents by
dynamic shredding. Then the algorithm used to translate a sigﬁiﬁcant subset of XQuery
into an extended relational algebra that includes operators defined for the structured text
data type, which is required for XML to be supported by relational database technology.
The documents will be store in a column of text rather than chopping them into pieces to
be mapped to relational tables (If a document is often updated, it may be desirable to
~ partition the text into several “update units,” such as chapters, that can be stored and
modified individually, rather than editing and re-indexing the whole. However, the
document doesn’t need to be as highly fragmented as is typical when using static
shredding). However, this approach is only feasible if appropriate structured text

operators are supported.
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Xing, et.al, (2007) have used an XML document management system which
supports efficient storage, retrieval and key constraints for XML documents. The
system is based on a mapping algorithm that translates a DTD to a relational schema.
Based on the mapping, node groups are range indexed and shredded into the database.
This study has been used two different sizes of datasets (0.5 and 10 MB), as shown in
Table 2.1, and evaluate them by 18 Queries. It has been shown that queries are executed
several times faster than using the methods in literature, and space usage is significantly

reduced. Table 2.2 shows the time.

Table 2.1 Data Size
Name Size
SigMod 0.5 MB
XMark IO-MB
Table 2.2 Query Processing Time
Queries _ Time/Secpnd
Q1 11
Q6 10
Q8 _ 20
Q13 18

Source: Xing, et.al; ( 2007)

Dweib, et.al,A (2008; 2009) proposed a new method for mapping XML
documents to RDB. The method doesn’t need a DTD or XML schema. Experimental
results on this method shows its ability to maintain document structure at a low cost
price and easily, building of the original document is straight forward, performing first
level semantic search is achievable either on a single document or on all documents.
The proposed method able to maintain document structure at a low cost price and easily,
building the original document is straight forward, performing first level semantic
search is also achievable either oﬁ a single document or on all documents. The study has
been used datasets (4, 28, 64, 602 KB and 1 MB). Table 2.3 shows the détaset's size and

the time for mapping and reconstructing the documents.
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Table 2.3 The time spent for mapping XML documents and the time for reconstructing

them -

‘Document size 4 KB 28 KB 64 KB 602KB IMB

) Mapping 0.01988238 0.14977736 0 3.574335  5.85278136
é 3551445
E'E-‘ Reconstructing  0.018990234 0.44980958 1.926836 18.305544 32.06255104

Source: Dweib, et.al; (2008)

Alghamdi, et.al, (2014) have adopted an optimization approach that takes into
consideration the semantics of the data set in order to deal with the complexity of multi-
disciplinary domains in Big Data, in particular when the data is represented as XML
documents. The method for this study particularly addresses a twig XML query (or. a
branched path query) in relational database, as it is one of the most costly query tasks
due to the complexity of the joint operation between multiple paths. The study focuses
on optimizing the structural and the content part of XML queries by presenting a
" method for indexing and processing XML data based on the concept of objects that is

formed from the semantic connectivity between XML data nodes.

The mismatch between the nature of the structure of the relational database and
the XML data structure, leads to some problems and important issues such as: involved
in storing data, retrieval from databases, and prevents some requests from being
instantaneously accessible in the database. Thus, there is a problem of designing the
database, and this defect in databases prevents the maximum utilization of flexible
XML which leads to problems in performance such as: minimize the expected access
time and degrade the performance (Oracle, 2014). Found that traditional databases are
dealing with most (but not all) of the data (Such as semi-structured data), and it is

suitable only for certain cases, and the disadvantages of these databases appear in the
case of big amount data, thus much of the query and retrieval of data. Current research
focuses more and more on how to manage XML data effectively. This led to the
emergence of many XML database products, and XML is become gaining popularity as

a.flexible storage format and so are Native XML databases (Yu, 2005).
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Table 2.4 Shows the summary of the literature review related to XML databases
system issues that has been discussed in 2.2 and 2.6

Author Year Contribution _
Shanmugasundara 1999 In this approach that has been developed an algorithm that
m, et.al converts XML documents to relational tuples, translates

semi-structured queries over XML documents to SQL
queries over tables, and converts the results to XML. It turns
“out that the approach can handle most (but not all) of the
semantics of semi-structured queries over XML data, but is
likely to be effective only in some cases ‘

Yoshikawa and 2001 In this approach, an XML document 'is decomposed into

Amagasa nodes based on its tree structure, and stored in relational
tables according to the node type, with path information
“from the root to each node. Using XRel enabled to easily
construct XQL interface on top of the (object) relational
databases. The approach does not use a special full text
search system. Thus, it may not achieve high performance
on’query retrieval

Tatarinov and D. 2002 In this approach shown that XML's ordered data model can

Viglas -indeed be efficiently supported by a relational database
system. This is accomplished by encoding order as a data
value. The results show that a relational database system can’
efficiently support most ordered XML queries )

Zhang and Wm. 2004 This approach is to avoid many problems in maintaining

Tompa document order and reassembling XML data from its
fragments after shredding because it is proposed an alter
Native approach that builds on relational database

, technology, but shreds XML documents dynamically.

Xing, et.al 2007 In this approach used an XML document management
system which supports efficient storage, retrieval and key
constraints for XML documents. It has been shown that
queries are executed several times faster than using the
‘method in literature on 2001

Dweib, et.al 2008, In this approach proposed a new method for mapping XML.

12009 documents to RDB. The method doesn’t need a DTD or
XML schema. Experimental results on this method shows its
ability to maintain document structure at a low cost price and
easily, building of the original document is straight forward.
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Table 2.4 Continued

Author Year Contribution

Alghamdi, et.al 2014 This approach have adopted an optimization approach that
takes into consideration the semantics of the data set in order
to deal with the complexity of multi-disciplinary domains in
Big Data, in particular when the data is represented as XML
documents.

Based on the previous Table 2.4, this research issue is found from the researcher
Zhang and Wm. Tompa in 2004 which used a Native XML approach in relational
database and as following:
(i) Decline in the performance of the XML_Enabled database

(ii)  Degradation of perfdrmance of XML_Enabled database, when search
XML documents (Group of data)

2.3 Structured and Semi-structured Data

Searching for information is an indispensable component of our lives. Web
search engines are widely used for searching textual documents, images, and videos.
There are also vast collections of structured and semi-structured data both on the Web
and in enterprises, such as relational databases, XML, data extracted from text

documents, workflows, etc.

Structured data is a general name for all data that abides by a predetermined set
of rules. These rules include defining types of data and also the relationships between
them. This includes data contained in relational databases and spread sheets. Structured
data first depends on creating a data model- a model with the data that will record and

how they will be stored processed and accessed. This includes defining what fields of

data will be stored and how that data will be stored data type (numeric, BOOK,
alphabetic, name, date, address) and any restrictions on the data input (number of

characters; restricted to certain terms such as Mr., Ms. or Dr.;MorF).

4 Semi-structured data is data that may be irregular or incomplete and have a
“structure that may change rapidly or unpredictably. In semi structured data, the
information that in normally associated with a schema in contained within the data,

which is called "schema-less or self-describing,” In some forms of semi-structured data
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there is no separate schema, in others it exists, but only places loose constraints on the
data. It generally has some structure, but does not conform to a fixed schema. The best

example of semi-structured data is XML.

2.4 Extensible Markup Language (XML)

XML is the standardized language used for transporting both data and the data
definition across the web. This language started out more than fifteen years algo ina
design status by the W3C (World Wide Web Consortium) in 1996, and was originally
used by very few. However, currently, XML has a permanent place in IT systems and
it’s hard to imagine any application that doesn’t use XML for either its cpnﬁguration or
data to some degree (Houman, 2004). This fast growth is driven by its ability to provide
a standardized, extensible means of including semantic information within documents
describing semi-structured data. XML came to address the shortcomings of many
markup languages such as HTML and support data exchange in e-business

environments.

XML itself is a structured description language. XML is a simplified subset of
Standard Generalized Markup Language (SGML) that its main purpose is to facilitate
data sharing between different systems, which HTML (Hyper Text Markup Language)
is also part of it. However, HTML, simply can be good for is formatting text, imageé,
and forms. It can't store variables, while XML in essence designed to describe the data

itself with focus on how data looks (Bishop, et.al. 2003 and Akmal, et.al. 2003).

Unlike HTML, XML data is stored in plain text format. This provides a
software- and hardware-independen't way of storing data. This makes it much easier to
create data that can be shared by different applications with focus on what data is
(W3C, 2011). XML readily enables the definition, transmission, validation, description,
and interpretation of data between different computing systems and applications. XML
uses in many fields, such as chemistry, music, finance, or environmental data collection,
simply it's become the universal standard for information interchange (Leigh, 2001,

Bray, et.al., 2006).
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Figure 2.1  Timeline of the W3C technologies related to the XML.
Source: W3C.(2011).“News Archive”.

2.5 Data-quide for XMLDocuments

Data-Guide is concise and accurate summaries of XML databases which
describe different paths of XML documents, enabling schema exploration and
improving query processing and processing in an XML database management system.
Figure 2.2 show the Data-Guide which are working to ensure that each label path in
XML data graph in Figure 2.3 research one node. However the Data-Guide but didn’t
prevent multiple label paths from reaching the same Data-Guide node (Kalinin, 2009).
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The Figure 2.2 is an example of Data-Guide which one providés a classification

of nodes or objects in the data:

(1) Node 2 and 4 are papers
(i) Node 5, 10 and 11 are authors of papers
(iii) Node 2 and 3 are referenced by papers
(iv)  Node 6 and 8 are titles of objects referenced by papers
(v) Node 3 is both a book and an object that is referenced by an object that is

referenced in a paper
Data-Guide for XML document properties as follows:

(i)  For every path in the document, there is a unique equivalent path in the
Data-Guide
(i)  For every path in the Data-Guide there is an equivalent path in the

document

2.6 XML Database Systems

A database is a collection of data well organized in digital format, and can
access to such data and manipulated by a data - processing system
(Tzvetkov and Xiong, 2005; Jeffrey and Jennifer, 1997). Thus, the question arises: “Is
XML a database?”

An XML document is a database only in the strictest sense of the term. XML is
actually just a file containing a collection of data, and these files can be used as
databases, although has no database functionality, because XML is a language made to
contain and transport smaller amounts of information, in a logical, human readable,
platform independent way (Harold, 2003). The XML used to create files that need to be
sent to other applications. XML is more suited as a data interchange format than as data
storage format, because it is self-describing, portable (because of the use of Unicode),

and that it can describe data in tree or graph structures (Glas, 2002).
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The integrity management, such as multi-user access control and security
management, backup and recovery management, things that belong to a Database
Management System (DBMS) (Rob-Coronel, 2000). The DBMS base on a combination
of the XML document with all kinds of XML related tools, like XML schema, Query
languages and programming interfaces, still not be as efficient and thorough as a real
DBMS. Therefore, DBMS is the best way to store the XML documents for fast and

accurate multi user.

2.6.1 Xml-Enabled Database System (XEDs)

Figure 2.4 shows The XML _Enabled database as a relational database that
transfers data between XML documents and relational tables. It retrieves data for
maintaining the relational properties between tables and fields, rather ‘than-to model

XML documents (Pardede, 2008).

Figure 2.4 Architecture of the XML_Enabled Database.

Source : Hiddink (2001) .“ADILE: Architecture of a Database-Supported Learning
Environment” '

XML_Enabled database (Bourret, 2002) firstly, broken down (Shredding) XML
document in small pérts into their component elements, attributes, and other nodes for
storage these parts into columns as 2 basic objects data in one or more relational tables

as shown (Figure 2.5) (Akmal, et.al,, 2003; Leigh, 2001;Papamarkos, 2011). Depend in
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Figure (2.6) on mapping the XML document schema (XML Schemas, DTD, etc.)
database schema (Papamarkos 2011) in design time which called shredding. The
process between XML _Enabled database and XML documents needs schema
translation, this translation helps in sharing data with other systems, and interoperability

with incompatible systems.

- |

| Figure 2.5 XML documents need schema translation to decompose XML documents
into relational tables

RDB

Category
Computer Science
2 Human Society
3 Engineerin

XML
Shredding Processing
Shredding Processing

Figure 2.6 ~ XML_Enabled database shredding XML documents into relational tables

Shredding process means convert the data from a document in the database and

then reconstructing the document from that data, often results in a different document.
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In addition, some problems that occur are as a result of the need for mapping, because
of any changes in the XML schema that will lead to changes in the mapping as well
(Henk, 2006). ' ‘

Shredding can be done in a very naive manner, such as defining a SQL table for
each element type (at least those allowed to have mixed content) in a document, with
columns for each attfibute, the non-element content of those elements, and the content
of child elements that are not allowed to have element content themselves

(Shanmugasundaram, et.al, 2011). As shown in Figure 2.7.

XML data shredded into relational tables:

CREATE TABLE book table {
1 |book id . INTEGER PRIMARY KEY,
FOREIGN KEY (book id) REFERENCES Dbook table (book id) )

CREATE TABLE book table {

Book id INTEGER PRIMARY KEY,
ISBN ' INTEGER,

2 Title CHARACTER VARYING(100),
publisher id _ INTEGER,
Year INTEGER,
author id ' INTEGER )

CREATE TABLE Author table (

Author_id " INTEGER PRIMARY KEY,

> givenName _ CHARACTER VARYING( 50 ),
familyName CHARACTER VARYING( 50 ) )
CREATE TABLE Publisher_table (
Publisher id INTEGER PRIMARY KEY,

: Name ' CHARACTER VARYING( 50 ),
Year . INTEGER )

Figure 2.7. Shredding XML document in Figure 2.8 to relational tables
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Figure 2.8 is an example the process of reconstructing and assembling the
original structure to restore the XML document is a difficult task requires complex
multi way joins (Nicola and Kumar, 2010). Figure 2.9 shows a coding of complicated
query discover the names of the tables and columns, and then join the various tables
together on their respective PRIMARY KEY and FOREIGN KEY relationships.
Usually, has provided a variety of ways of restructuring the XML documents from the
shredded parts by vendors of the products. However, the large number of shredded data
in the tables can lead to a complex and unnatural objects that makes application
development difficult and error-prone. In addition, complex XML documents don't lend
themselves to naive shredding techniques, and this may expend greater CPU power and
cause performance degradation (Henk, 2006; Fernando, 2012; Melton and Buxton,
2006). '

- Booktable ..
Seok id

1

2

Book table .
book_id ISBN Title Publisher_id Year Author_id
1 04587403 Beginning 157 2007 64
XML
2 70156878 XML in 57 2010 34

Technical

Communication

Author table

~ Avtorid

Givenname = | .. Surname . .
64 Joe Fawecett

34 Charles Cowan

Publisher table

:; Publisher:id : Jarms sl oo Yen
' 157 Wrox 2007

57 Institute of 2010
Scientific and

Technical Co

Figure 2.8. Shredding XML document to many relational tables
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1 [A<bookss

2 S<book TSEN="04587403">

3 | <titlesgeginning xiL</title>

4 | <publisherswrox</publisher>

5 | <year>2007</year>

6 [B<Author> _

7 | <givenname»Joe</givenName>

g | <FamilyNamesFawcett</familyName>

g </Authors>

10 F</book> :

11 [<book ISBN="70156878">

12 | <citlesxL in Technical communication</title>
13 | <Publisher>Institute of scientific and Technical Co </publisher>
14 | <year>2010</year> o
15 E<Author>

16 | <givenName>Charles</givenName>

17 | <FamilyNamesCowan</familyNane>

18 t</director>

19 </book>

20 “</books>

Figure 2.9 XML Books Document

Relational databases are not predictable or reliable in terms of consistent

performance for different reasons:

(i)

(i)

(iif)

Performance: A major problem and thus disadvantage by using relational
databases is system performaﬁce. The number and size of tables and also the
relationshibs between the tables to be established affect the performance in
responding to the SQL queries. ,

Complexity: The strength of the Relational model is the Simplicity of tabular
data-model, and it's al§0 in some circumstances its weakness. Because of it is
not an easy task to compress some of the complex relationshipé whic';h exist in
the real world into tables.. For example, relational database ddesn't allow the
inclusion of complex object types such as graphics, video, audio, or
geographic information. The need to include such complex objects in the
database led to the development Native Database. ' ‘

Physical Storage Consumption: A relational database requires consumé

computer memory and processing time (Cugnasco, et.al, 2013 and Xu, 2013).
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The data within a traditional relational database is the data that exhibit the following

characteristics:

(i) Repeating many fields and structures, even. in a simple hierarchical

| representation of the data, this leads to a large number of tables in the
representation of the second and third model.

(i)  The wide variety of structures.

(ili)  Sparse tables (Vavliakis, 2013).

2.6.2 Native XMLdatabase System (NXDs)

Native XML Database (Figure .2.11>) is a data storage format that appears in the
field of XML data processing and allows XML data to be maintained in their format
(tree structure). Then the data can be queried and processed as XML without the need to
transform it into traditional database. Native XML databases developed from standards
developed by the World Wide Web Consortium (W3C). Which create a powerful
architecture for connecting XML data management services as shown in Figure 2.10.
The XML databases that use and support these standards provide capabilities couldn’t
find in other database technology (such as relational databases), including efficient
access, query, storage, and processing (Mabanza, 2010, Bourret, 2005 and

Pokomy, 2008).

Undoubtedly the use of Native NXD is a new challenge for both developers and
researches of database systems, and it has been brought great opportunities, making
expansion of the database technology and research into data management on the WEB

possible (Kolarand Loupal, 2006).
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Figure 2.10 Architecture of Native XML Database XML Engine

Native XML database is high-speed storage and designed for rﬁanip;llation of
very numbers of XML documents by using a set of fixed structures, aﬁd store XML
documents in an integrated, highly scalable, and high performance. In addition
processing and storage XML data within their applications, because NXD model is
based on XML and not something else, and can store any XML document such as

structured and semi structured data . (Bourret, 2007;Bourret, 2005; Xiaomei and Heng,

2010; Apache XML Project Group, 201 1).

Native XML database store XML documents as a unit and create a model which
is consistent closely with them, which allow the query and manipulate those documents
as a group. In addition, can be stored any XML document in the group, regardless of the

scheme, and this is called schema-independent.

Native XML database is in order to meet the following three conditions:
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)

(i)

(iii)

The pattern is defined as an XML document; the XML document is stored and
retrieved according to the model.

XML document as a basic storage unit, such as the row in the tables as the basic
unit of storage in the relational database.

XML data does not require any special underlying physical storage model

(Jiang, 2011; Ha, Sing Lee, 2011).

Native XML database provides numerous features to help you process and

handle XML documents, including:

0

(ii)

(iif)

(iv)

v)
(vi)

(if)

(iif)

(iv)

An XQuery engine for retrieving specific parts of a document, whereas almost
all Native XML databases support one or more query languages, such as XPath
and XQuery.

A versioning mechanism for tracking differences within your XML data.
Varijous indexing methods to optimize access (as a way to increase query speed)
to frequently used XML data and to enable full text search. |

A Native XML Database resolves the problem of semi-structured data (Semi-
structured data is just data that do not fit neatly into the relational model).

A transformer and formatter for publishing XML data in XHTML or PDF.

An improved cache page replacement algorithm for enhanced performance.
Where is a Native XML Database used?

Native XML databases are most commonly used to store document-centric
documents. The main reason for this is their support of XML query languages,
which allow you to ask queries that are clearly difficult to ask in a language like
SQL.

Native XML databases are also commonly used to integrate data. Native XML

databases handle schema changes more easily than relational databases and can

- handle schemaless data as well.

Native XML Database is used with semi-structured data, such as is found in the
fields of finance and biology, which change so frequently that definitive
schemas are often not possible.

Native XML Database is used in handling schema evolution.
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2.6.2.1 Native XML Database Prbducts

Table 2.5 shows the two types of Native XML data product. The first type is

open source such as: Lore, 4Suite, Xindice, eXist and DBDOM. The second type is
commercial products such as: DOM-=Safe, Tamino, XIS, GoXML DB, TEXTML Server
and Berkeley DB XML. Table 2.5 introduces open source Native XML database

products.
Table 2.5 Summary of Native XML Database Products

Product Develope Yea Data Type Develope Platform Query

d by r r Languag

es
Lore  Stanford 2000 Semi-stuctured Stanford SUN - Lorel

University data University Unix,Linus _

eXist Wolfgang 2009 Stucturedand  Wolfgang Windows, XPath,X -

8 Meier Semi- Meier Unix,Linus Upte,XQ

§ Stuctured data uery

2 4Suie, Forethouht 2001 Stuctured and FourThou Windows, XPath

9 4Suite , Inc Semi- ht Unix

O  Server : Stuctured data
DBD K.An 2002 Stucturedand K.An Windows, XPath
OM  Krupnikov Semi- Krupniko  Unix,Linus

Stuctured data v
Xindi  Apache 2002 - Apache Windows, XPath,X
ce Software Software  Unix,Linus = Upte

Foundatio Foundatio :

n n .
= GoX XML 2002 Stuctured and XML Windows, XPath,X
'® ML  Global Semi- Global Unix,Linus ~ Query
% DB Technolog Stuctured data  Technolog
g ies ies _ -

O  Tamin Softeware 1999 Softeware Windows, = XPath,X
0 AG AG Unix,Linus Query:
TEXT DITA 1998 Stuctured and IXIA.Inc  Windows XPath
ML CMS Semi-

Server Group ‘Stuctured data

2.6.2.2 EXist-db Architecture

The overview of eXist-db system architecture is shown in Figure 2.11. Be dealt

with all calls backend storagevby broker class, implementing the database broker.

Applications may access a remote eXist server via the interfaces such as: XMLRPC
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XML, SOAP, Rest, and WebDAV. AP1 interface supported by eXist, which supports

the embedding the database into an application without running an external server.

Currently, eXist’s XML RPC interface makes multiple RPC calls for retrieving
the XQuery results. The first RPC just gets the ids of the XML document and the
positions of the nodes to be displayed within each document. Then a loop is run where
in each iteration an RPC call is made by passing the XML document id and the position
of the node id fo get the actual XML node content. This was modified to have a s‘ingle
RPC call to get all the required nodes of the XML document as a string. This enabled
collation of results from various distributed servers without congesting the network. The
XPath engine is used to parse the XPath to find the clusters which are to be queried
(Chaudhri, et.al, 2003; Cahlander, et.al, 2010).

| XQuery/XPath [ XUpdate/XQuery |3

Engine | update Extensions |

Collection
store

Indexes

DOM Store

Figure 2.11 eXist-db Architecture system
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2.6.3 Comparison between Native XML Database and XML-enabled Database
Systems

Native XML database and XML_Enabled database are both used to store XML
document, but they both have different techniques. XML _Enabled database method is
to transform XML documents into relational tables by map document's schema to a
database schema, and transfer the data by using this mapping, which can then be
queried by using SQL. XML _Enabled database has its own data model to map XML
instances into the détabase, and depending on this model creates tables (Papémarkos
et.al, 2011). In another word, XML documents have to map into another data structure
that can be stored in a traditional database system (Pavlovic, 2007). While Native XML
database method store XML documents by using a fixed set of structures that can store
any XML document regardless of the scheme. NXD uses XML model directly to map
XML instances into the database. NXD uses tables for holding arbitrary XML document
like Elements, Attributes, Text, etc., and XML documents are regarded as a basic

storage unit (Bourret, 2007; Egbért, 2007, Yu, 2005).

The storing process for XML data in a relational model that based on two
dimensional tables is one of the more main differences between the relational databases
model and XML structure. The two dimensional model is not, neither hierarchy nor
significant order, while XML is a hieratchical structure (Tree-Structure) in which order
is significant, that use the sequence ways to represent the information (Robie, 2003). In
addition, storing the XML data in a Native XML database the internal representation of
the data retains the structure of the XML data, and this make NXDs useful, because the
structure of them is closely matched the structure of XML data. Retaining the structure
of the XML data removes the need for creating a mapping for the XML data. Changes
in the XML schema or DTD of thé XML data do not lead to the problems that are
encountered with relational storage. Native XML stofage can handle all types of XML
documents without any problems (Hérder and Haustein, 2008; Egbert,.2007). .Table 2.6

summarized all advantage and disadvantage of both systems.

In general, XML-enabled database systems are generally relational RDBMS or
object oriented OODBMS systems that contain extensions for transferring data between

XML documents and native storage constructs. For the strength of existing algérithms,
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there is little doubt that available commercial databases such as Oracle (10G), MS SQL
Server, and IBM DB2 have cornered the market with regard to large enterprise database
offerings on varied platforms (MAINFRAME, WINTEL, UNIX, LINUX, etcetera).
However, until recent years they were under represented when offering native XML
storage solutions. This increasing predominance of XML as a growing industry standard
for the exchange of data as well as the storage of data in XML format, has led to
development of a number of offerings (6r extensions to existing DBMSs) that support
the native storage of XML. Furthermore, these database systems are generally designed
to store and retrieve data-centric documents rather than whole XML documents,
although they do have that capability. Both for RDBMS and OODBMS there is inherent
need for transformation between XML formats and native formats, and in the case of

Oracle 10g, relational table-columns and XML documents.
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Table 2.6  Comparison between XML_Enabled databases and Native XML databases

Type

Description

Advantage

Disadvantage

Tradit
ional
Relati
onal
databa
se
Objec
t-

XML_Enabled Database

orinte
d

File
Syste
m

storag

File System

e
Nativ
e
XML
databa

Database

Native XML

S€

Map the data to

relational sheet

Consider the data
as CLOB field and
store into relational
database

Store directly into
the file system in

document form-

Store directlil
database dedicated
to process XML

documents

Guarantee consistency
and  security, store
index and query is very
mature from theory to

application

Similar to file system
storage, but guarantee
consistency and
security

Simple storage, lossless

data, multi-
dimensinonal and
network relational
preserved

Has the advantage of
the file system, easily
index and query the
data

Likely to cause data
distortion, many null
values and redundant
in conversion process

of the relational sheet

Difficult to archive

mass data index and

query
Not guarantee
consistency and

security, difficult to

archieve mass data
index and query

Most Native XML
database can only
return -the . data as
XML -

According to analysis of the existing algorithms in Table 2.6, while the major

drawback for XML-enabled databases is the representation of XML documents

relational form, the major strengths include the impressive support users get with the

underlying database, such as Oracle 10g: scalability, concurrency, recovery, multiple

support applications, etcetera. This one benefit cannot be overstated, in that it has led to

the universal presence of these XML storage solutions in the marketplace. In multi-

document scenarios, -since NXDs are tasked with storing a collection document, the

matter of equivalence is important here. Some NXDs, like eXists, provide utilities to

compare stored documents.
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2.7 Entity Relationship Algorithm

document schemas and data, the user-defined types needed to make hierarchical

operations efficient, and the algorithm used to map XPath expressions to their

The rescarcher used object-relational DBMS schema used to hold the XML

corresponding SQL-3 queries.

different sub-set of XML data will store in separate pairs of tables. Each of these tables

is implemented to model aspect of the XML schema and data model specification. The

The figure 2.12 shows Data Definition language that has been required. Each

Specification included the following types of XML document nodes:

@
(ii)
(iii)
(iv)
™)
(vi)
(vii)

Decument
Element
Atiribute

Namespace

Processing Instruction

Comment

Text

In addition, XML Data Model includes a set of 19 primitive atomic types. Each

of these atomic type value in the document must be one of these types

A

e

Table: DATA
Colemn Name Column Type
\ SchemaNode (Node
flrﬂ{ Document Node| Node
Value XSDString

Table: SPEC

Column Name Column Type
SF’:’_)‘{ Schema Node Node

tocal_Name String

XML Node Type |XML_Node_Type

Data Type XMi_Data_Type

Arity XMviL_Node Type

Figure 2:12 Data Definition language
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2.8 Querying XML

Query languages are speciéiized language that used to make querics into
database and information system (Gabriel and Mycroft, 2013). The query language
provides the ability to send data manipulation and formatting requests to the data
source, and ensure that the returned data structure and contents match the expected

structure (Google De\.felopers Grouh, 2013).

The eXiensible Markup Language (XML) is a standardized notation for
documents and othef structured data (Mam&enko, 2004), and XML has become as a
standard for the exchange of data via the Internet (Chienping, et. al., 2011), and XML
will become the format of tomorrow’s data and web resources. Thus, the querying
process in XML data has become 2 challcnge (Qtaish and Abmad, 2014), and there has
been a strong demand for improved query languages for processing XML documents.
YML data is hierarchical structure (tree structure), and document data represented in
XML comprise a sequence of possibly nested tags which can be expressed by a tree
structure, and querying and tran;sforming XML data from one format into another will

be a frequent task.

The traditional methods suffer from two drawbacks: (1) Weaknesses in
enhancing the performance of the query without an adjustment the existing query
processing engine; and (2) an Inability to be suitable for different structures and usage
characteristics. Query languages can be classified into two types: Structured. Query

Language (SQL), and XML Query languages (XQuery) (Bourret, 2010).

XQuery and SQL/XML are two standards that use declarative, portable queries
to return XML by querying data. In both standards, the XML can have any desired
structure, and the queries can be arbitrarily complex. XQuery is XML-centric, while

SQL/XML is SQL-centric (Robie, 2003).

2.8.1 Structured Query Language (SQL)

SQL is the most mature query language for XML _Enabled databases (Houman,
2004), and it can only be used with relational databases (Bourret, 2009). SQL. cannot
37



use XML data yet, but with the use a set of extensions that are extending the SQL to
handle XML. These extensions give a possibility to SQL for creating XML documents
(Ki Min, et.al, 2008). Structured Query Language depend on probabilistic model for
information, that's where this model is working to estimate probability of relevance of

each document given a query.

SQL queries allow creating XML structures with a few powerful XML
publishing functions. SQL is flat and needs to specify a value for each field in a record
set (even nuil in case of an empty field). Thus, SQL is not useful for semi-complex
XML files. For example, one characteristic of XML is having an element that can have
of sub elements, each sub element can again have sub elements (free can contain sub
trees) and so on. Thus, makes one record set have a large or even theoretically unlimited

range of depth, and this is this is impossible for relational databases (Houman, 2004).

The figure describes an XML structurc that would be very awkward in a
relational database. A warehouse has a category, which has several different products
(in this example books and papers), The more data moves into an XML document, the
more complex it gets, the limitations of SQL become clearer and the importance for

another query language becomes more obvious.

2.8.2 XML Query Language (XQuery)

XQuery is the language of queries, concise and easy to understand, and it's to
XML what SQL is to database tables, and it is designed to query XML data (Searching,
finding, extracting, retrieval for any elements, attributes, data source within XML
documents (Ykhlef and Alqahtani, 2007) with at least the functionality of SQL, where
it's flexible enough to query a broad spectrum of XML information sources, such as
querying collections of XML data and not only XML files, but anything that can appear
as XML, including databases. XQuery is a Native XML query language. XQuery is
optimal for processing XML naturally unlike SQL. In addition, XQuery is also useful
for process XML data in XED not just in NXD, fo query XML stored inside or outside
the database. This makes most of the major database vendors intend to support XQuery

(Robie, 2003).
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XML is an iﬁherently recursive data structure (Trees contain sub-treés), and
XQuery is a functional language, where it's built on XPath expressions, so many
XQuery functions for transforming documents are best designed using recursion.
XQuery is supported by all major databases (Vendors like IBM, Oracle, and Microsoft)

because it’s a W3C recommendation,

XQuery is unique in the development stacking in that it replaces both SQL and
the traditional software layers 'that convert SQL into presentation formats such as
HTML, PDF and ePub. XQuery can both retrieve information from yoﬁr dat'ab'ase and
format it for presentation. Much research has been done on XML query-languages and
XQuery is compatible with several W3C standards, such as XML, Namespaces, XSLT,
XPath (Berglund, et.al. 2010), and XML Schema, XQuery (Erwig, 2003), Quilt (El-
Sayed, 2005), in addition XMI. query algebras such as Lore (McHugh. et.al,; 1997),
XAL (Frasincar, 2002) and YATL (Christophides, 2002). XML algebra as a formal
basis for an XML query language provides a solid ground to define the semantics of a
query language and describes the procedures to obtain the answer by its power of
expression. On the other hand, XML query languages provide the means to extract and
manipulate data from XML documents. Although most of the query languages differ in
detailed grammars and rcpresentati;on, they share a common feature, that is, queries

usually make use of a path expression for query evaluation (Haw and Lee, 2011).
The principal benefits of XQuery are:

(iy  Expressiveness - XQuery can query many different data structures and its

recursive nature makes it ideal for querying tree and graph structures

(i)  Brevity - XQuery generate summary reports because its statements are shorter
than similar SQL or XSLT pfograms.

(i)  Flexibility - XQuery can query both hierarchical and tabular data

(iv)  Consistency - XQuery can used with other XMI. standards such as XML
Schema data types because it is a consistent syntax -

(v)  Search and extract Web documents for relevant information to use in a Web

Service.
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XQuery depends on expressions; these expressions include seven major types:
path expressions, element constructors, expressions involving operators and
functions, conditional expressions, quantified expressions or expressions that
test or modify data types, and the most important expression is “FLWOR”

expression.

A FLWOR expression is a query construct composed of the following, in order,
from which FL.WOR takes its name: FOR, LET, WHERE, ORDER BY, and RETURN,

XQuery has become the standard query language for XML databases, and has
received the support of most of the XML database systems. However, using XQuery,
users need to understand the mode of the XML document and need to grasp the
complexity of the query language syntax directly using XQuery XML database query is
very difficult for non-professional users (Jiang, and Yang, 2011; Zhongyi, 2009; Jijun,
and Shan, 2005; Jinggiang , et.al, 2004; Xiaomin and Yanlin, 2005). There are two
basic types of user queries (XML is semi-structured data), keyword-based queries (Full-
text search), and structural queries (complex queries specified in free-like structure) as

depicted in Figure 2.13.

Figure 2.13 Main classification of query.
Source: Haw and Lee (2011). Data storage practices and query processing in XML
databases:
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A keyword search is somehow similar to content retrieval in information
retrieval technology, where is a type of search looks for matching documents that
contain one or more words specified by the user to find specific passages of text where
query keywords co-occur. Conversely, a structural search is to retrieve matches on the
tree where it has the tags and structure (relationship) specified in the query criteria.
Structural query Structural queries can be classified further into path query and twig
query and processing refers to finding all occurrences of a given set of structural
relationships, such as: Parent—Child (P-C), Ancestor—Descendant (A-D), or mixed types
of both relationships, in an XML database (Haw and Lee, 2011; Xin, et.al, 2010),

2.8.2.1 Keyword Search

The weaknesses of traditional document-oriented search techniques in the
traditional databases, which rely heavily on heuristics that are intuitively appealing, that
often, lead to retrieve false positive answers that overlook correct answers. In addition
to their inability to properly arranée the answers led to the search for high precision
query search technique for XML data. The use of XML language interfaces and
keyword search techniques in Native XML databases which take advantage of XML
structure, make it very easy to query XML databases. The independent design of Native
XML databases and its use of the method for XML keyword queries that is based on an
extension of the concepts of data dependencies and mutual information solved the

problems for data-centric XML.

Keyword search is a practice used by search engine optimization professionals
to find and research actval search terms people enter into the search engines when
conducting a search. Search engine opﬁmization professionals research keywords in

order to achieve better rankings in their desired keywords.
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Figure 2.14 Keyword query for Native XML Database

Keyword search is considered to be an effective information discovery method
for structured and semi-structured data. It allows users without prior knowledge of
schema and query languages to search, In XML keyword search, the results of a
keyword query are no longer entire XML documents, but instead are XML elements

that contain all the keywords.

Keyword search in the Native XML database needs to consider two main things:

(i) How to define the index structure, index construction, and provide a
basis for a query based on keywords.

(ii)  How to use the index to the query.

Consider the keyword query (XML, data) over the XML document of Figure 1.
Nodes 1.1.2.2.1 and 1.1.2.3.2 contain the two keywords, and node 1.1.2 is their lowest
common ancestor. So the sub-tree rooted at 1.1.2 contains all the keywords and is

expected to be the result.

42




{ 4;"1-;;;; f:ir:": Tt} 1 i
Pl 12 S
SR - ; L |
t 1]
ki e tior | et
2 v TR
o ek 1
) _‘ ] 3 S
. ) 1 brat p b1
RES i REY I
; HIS i 3 i3 i
. L. j { e i 1 L.
5 T ;
i
2
|
Figure 2.15 Book.xmi (each node is associated with its Dewey number)

The proposed keyword search returns the set of the smallest trees containing all
keywords, where a tree is designated as “smallest” if it contains no tree that also
contains all keywords, For exalﬁpie: assume an XML document named “Book.xml”,
modelled using the conventional labeled tree model in Figure 2.15; thatl contains
information, including Chapter, Title, etc. A user interested in finding the relationships
between “XML” and “Data” issues a keyword search “XML, Data” and the search
system returns the most speciﬁc.relevant answers - the sub trees rooted at nodes 1.1.1,
1.1.2 and 0.2.0.0. The meaning of the answers is obvious to the user: “Ben” is a TA for
“John” for the CS2A class, “Ben” is a student in the CS3A class taught by “John”, both

“John’ and “Ben” are participants in a project.

43




2.8.2.2 Structural Search

Structural query processing refers to finding all occurrences of a given set of
structural relationships (such as parent—child (P-C) - denoted by *‘/” - and ancestor—
descendant (A-D) - denoted by ‘‘//* - relationships), by retrieving collections of
information from the Native XML database based on a specification of structures (Xian,
2010; Wang, 1996). The structural relationships are a core component for XPath,

XQuery and tree pattern queries. For example:

//Chapter//Section [figure AND table]

The query in the previous example retrieves all sections of chapters that contain
at least one figure and at least one table. XML documents consist of nested elements
enclosed by user defined tags, which indicate the meaning of the content contained.
There are two types of structural query (As XML a semi-structured data): (1) only one
node query that is namely path query, and (2) twig query that consist two or more nodes
(Figure 2.16). These queries could be either simple as search and retrieve by using only
a simple path, or complex as search and retrieve a small tree-like structure that involves

many branches and joins.
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Figure 2.16 Example of an XA1L tree, a path query and a twig query

In an NXD, there are two main approaches to processing such queries, namely:
()  Traversing the XML database sequentially to find the matching pattern.
(i)  Query processing using the decomposition-matching—merging approach.
For example, consider the following sample complex query in XPath (W3C, 2004)

notation, where Query1:

/book[/title]/chapter/section/figure/caption.

2.8.3 Comparison between SQL vs. XQuery
XQuery is similar to SQL in many ways, but just as SQL is designed for

querying structured, relational data, XQuery is designed especially for querying semi-
structured, XML data from a variety of data sources. XQuery allows you to work in the
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XML world no matter what type of data you're working with - relational, XML or
object data (Robie, 2003)

The way between SQL and XQuery to do the tasks is quite different. SQL
operates on the borderline between SQL and XML, while XQuery lives in a purely
XML world. XQuery has important advantages even with the queries that span

relational and XML sources.

XQuery expressions are similar to SQL as show in the following table:

Table 2.7 XQuery & SQL expressions
XQuery SQL

For/let select/set

Where where

order by : order by

Return return

The difference between SQL and XQuery shown in the next table:

SQL is the most mature query language for relational databases. Each database
vendor has a slightly or even thoroughly different implementation of SQL, SQL focuses
on sets of -flat- rows, and needs to specify a value for each field in a record-set (even
null in case of an empty field). SQL supported by Oracle and IBM, but not by

Microsoft.

XQuery is strictly a query language and can be seen as a much more generalized
language for handling data, and it makes the databases truly transparent and
independent from its vendor. Because of, XQuery focuses on sets of ‘nested’ nodes with

an irregular depth. It is supported by Most of the major database vendors.
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Table 2.8 XQuery & SQL

XQuery SQL

XQuery is an expression oriented SQL is a statement oriented language.
language

Concept of nodes is used in XQuery Concept of rows is used in SQL

A user cannot create and update tables. A user can create and update tables.
It is a new language. It is an old language.

2.9 Path Evaluation

After reviewing how XML can be stored natively, the next question to answer is
how queries are evaluated. One important part in XML query evaluation is the
navigational approach. As suggested by Zhang, et al (Zhang, et al, 2009), there are two

basic types of navigational approaches: query-driven and data-driven.

In 2 query-dr'iven navigational approach, the navigational operator translates
each location step in the path expression into a transition from one set of XML trec
nodes to anther set (Zhang, et al, 2009). Think of an ordered tree structure; a path step
from a parent node fo its child actually indicates a transition from the parent sub-tree
nodes to the child sub-tree nodes. Native storage adopts this type of approach (Fiebig, et
al).

On the other hand, in data-driven navigational approaches like Yfilter (Diao, et
al, 2003 ) and XNav (Josifovski, et:al, 2005), the query is translated inté an automaton
and the data tree is traversed according to the current state of the automaton. While this
data-driven approach can be more complex to implement, it needs only one scan of the
input data (Zhang, et al, 2009). Both DB2 and Oracle use this type of aﬁproaéh.‘ DB2’s
navigational operator is similar to XNav *20+, whercas Oracle’s operatbr is similar th

YFilter *19+

Figure 2.16 give a basic idea about how Oracle evaluates a path expression. Path

queries are similar to regular expressions. Regular expressions allow a user to do pattern
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matches. For example, if a string matches the pattern “a*bc”, the string must contain the
character “a” before character “b” and “c”, with any characters allowed in between the

“a” and “b”. A path expression is much like a string pattern.

Take for example a document that matches the path expression /a/b/c: first, it
must have an element “a” as the root node, and then “a” must have a child “b” and “b”

must have a child “¢”.

Figure 2.17 NFA Constructed from Paths //a and /a/b/c

Since regular expressions can be evaluated by a finite state machine, Oracle builds a
non-deterministic finite autormaton (NFA)-to process a given set of path expressions.
For example, Figure 2.17 shows an NFA constructed from the path expressions //a and
/afb/c. This is an example taken from Zhang et al (Zhang, et al, 2009). When processing
a path expression using an NFA, it is possible to combine two or more paths together in
a single NFA, as is shown in Figure 2.17. Therefore, it is possible to save some physical
disk /Os by evaluating multiple path expressions from a given XML query in a single

pass.

To apply a set of paths, the NFA reads in the XML document a node at a time.
After each node is read, the NFA either make a transition to another state or stays put.
This is done node by node until the NFA reaches the final state (state 4 or 6 in Figure
2.17), at which point a match was found. Figure 2.18 diagrams the overall query
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evaluation methodology (Zhang, et al, 2009). There is a decoder module that decodes
the input XML stream and feeds tht;, NFA every event that it reads. Each event read is
similar to an XML SAX event, and indicates things like the beginning of the document,
the beginning of an element and so on, which decides the state of the NFA. (Many
optimizations were made for the input stream decoders in Zhang et al (Zhang, et al,
2009), '

XQuery Setof simple_
SQL/AML
return
next next
event
Read stream & decode
opcodes
s0 s1 el sz e2 3 e3 s4 ed €0
Binary XML Input Stream
Figure 2.18 Oracle Binary XML Streaming Evaluation Architecture

2.10 Conclusion

This chapter _presented two databases; Native XML Database (NXD) and
XML _Enabled Database (XED). And the methods for both databases of dealing with
XML data (Store, Extract and Search). This chapter also presented some of the previous
studies since 1999 to 2014 (Presented in 2.2 BACKGROUND) , and the studies show
that, relational database facing difficulties to dealing with the XML data, because of the
differences in the structures whic;h leads to shredding process (Presented in 2.6.1

XML _Enabled Databases).

In this chapter of the literature review, we conclude that, XML documents do
not require the existence of DTDs causes the DTD-dependent mapping methods to be
inapplicable, and the generic mapping often exhibits poor performance in query
processing, espec:aliy when “shredded” documents must be recomposed. in answer to a

query (Discussed in 22) Other mapping methods may have some advantagcs for
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specific workloads, but performance suffers if they are applied to a wide, unknown
range of XML environments. Most unfortunately, in all of these approaches, once a
mapping is defined, it cannot be changed without a major data reorganization and

corresponding application reimplementation (Discussed in 2.6).
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CHAPTER 3

METHODOLOGY

XML DATABASE SYSTEM BENCHMARK

3.1 Introduction

This chapter presented and analyzed the performance of both databases
(XML, Enabled databases and Native XML databases) by using the database benchmark.
A series of experiments have been conducted by using one of Native commercial XML
database system, and a leading commercial XML Enabled database system. The aim of
the experiment is to evaluate the efficiency of path expressions in the databases, to
compare the insert, update, delete and search performance of both databases. In addition,
this chapter provides the details on the concrete implementation of the storage and
indexing components by using XML database system benchmark. Finally, the benchmark
query engine that is used i the data scts collected is discussed.

The methodology of the study applied the method that has been developed by
Zhang and Tompa in 2004. This study is to evaluate: insert, update, delete and search
performance in both databases XMI. Enabled database and Native XML database. For
XML-Enabled database mapping, this chapter applicd the method that has been
developed by K. Williams with his rescarch teams his research teams in 2001 (Williams
et al. 2001) that converts a relational schema into a DTD (Figure 3.3). Then use this DTD
to generate a XML schema and store it in a database. A fixed number of records in text
format are assigned to be imported into a database. The data sets measurements are

repeats from 65.8, 101, 117, 127, 183 MB of books records.
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3.2 Setting and Sefup
3.2.1 Experimental Setfing

All experiments were run on the following setting:

Table 3.1 Experimental setting

Item Describation

CPU Intel® Core™ 17-3770 CPU @ 3.40GHz 3.40 GHz
0OS - Windows 7 Prof_essional

RAM 4.00 GB

System Type 32-bit operating system

Hard Disk 931.51 GB

Java JDK 1.6.0

3.2.2 System Setup and Memory Setting

For both database systems, the default settings are used during the software
installation. Java -Xmx is an cffective way to determine the maxiroum size of the memory
as which is the configuration parameter to control the amount of memory. Thus, Native
XML database automatically will not use all of the memory available on the machine.
For XML Enabled database, after upload the documents, it needs to update all the

databases to provide the most current information for the database.
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For Native XML database, if you launch the database via one of the shell or
batch scripts, you need to change -Xmx in there. If you launch database as a service, all
Java settings will be controlled by the service wrapper.

# Maximum Java Heap Size (in MB)

wrapper.java.maxmemory=128

In Native XML database, the nodes buffer attribute has been used to set the
database's temporary internal buffer to a fixed size. The buffer is used during indexing
to cache nodes before they are flushed to disk. Because of each of the core database
files and indexes has a page cache. The main purpose of this cache is to make sure that
the inost frequently used pages of the DB files are kept in memory. If a file cache
becomes too small, the database may start to unload pages just to reload them a few
moments later. This "trashing éffect" results in an immediate performance drop, in

particular while indexing documents.
3.2.3 Data Sets and Characteristics

This section discuss of the characteristics of XML data sets. The structure of a
relevant data set must be complex enough to capture all characteristics of XML data
representation, whicﬁ can have a'signiﬁcant impact on the performance of query
operations. The scalability of a system can be measured by using data sets of different
gizes. Since XML data can be represented as a tree, the depth and width of the tree

should be adjustable. This can be achieved as follows:

Table 3.2 Characteristics of the data set
Factor Size (MB) | Nodes
0.01 65.8 117 132
0.1 101 ‘ 567 865
0.3 117 _ 801 498
0.5 179 1 539911
1 183 1995315

There are various ways of indexing XML data, and one of the most effective
approaches is to index the total number of root-to-leaf paths in the input file.
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3.2.3.1 Data Depth and Fan-out

The depth and fan-out are important to tree-structured data. The depth of a node
is the length of the path of its root (i.e., its root path), and it can have a significant
performance impact, for example when evaluating indirect containment relationships
between ancestor and descendant nodes in the tree. Fan-out of the nodes refers to this
number of pointers per node, and it can impact the way in which the database system
stores the data and responding to queries that are based on selecting children in a

specific order (for example, selecting the last child of a node).

It has been created a base benchmark data set of a depth of 6. Then, using a
“level” attributes. This can restrict the scope of the query to data sets of a certain depth,
tﬁereby, quantifying the impact of the depth of the data tree. Similarly, we specify high

(7) and low (2) fan-outs at different levels of the tree as shown in Table 3.3,

Table 3.3 The Nodes in the Base Data Set

Level - Fan-out Nodes % of Nodes
1 2 1 : 0.0

2 2 2 0.0

3 2 4 0.0

4 2 8 0.0

5 4 16 0.0

6 7 208 0.0

3.2.3.2 Data Set Granularity

It was chosen as a single document tree as the default data set to keep the
benchmark simple. If it is important to understand the effect of document granularity,
one can modify the benchmark data set to treat each node at a given level as the root of
a distinct document. One can compare the performance of queries on this modified data

set against those on the original data set.
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3.3 Methods

The methodology of the study applied the method that has been developed by
Zhang and Tompa in 2004. For XML-Enabled database mapping, applied the method
that has been developed by K. Williams with his research teams his research teams in
2001 (Williams et al. 2001) that converts a relational schema into a DTD that shown in

(Figure 3.3} as follows:

Step 1 Database Design

The methodology of this study is based on XMark and XMach-1

(3.4; 1 and 3.4.2). In the methodology, a number of performaﬁces _

have been measured:

Step 2 (i) Document generation by queries

(ii) Measure the size of the databases (XED and NXD) to
" evaluate how efficient the database server st'ores'XML '

documents. -

Explore the functionality of the database (XED and NXD) in
handling XML documents. | .
(i) Store XML documents.

(ii)  Extract XML documents.

Step 3

Evaluate the performance of the data processing operations to data
of different sizes, start from the smallest to the largest (65.8, 101,
117, 127, 183 MB). In comparison between Native XML database
and XMI., Enabled database.

(i). Insert single record of XML document.
Step 4 (ii)  Insert mass }'ecords of XML document.
(iii)  Delete single record of XML document.

(iv)  Delete mass records of XML document.

(v)  Update single record in the table of XML document. -

(vi)  Update mass record of XML document.
(vii) | Search XML document.
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The methodology for measuring the performance of both databases being tested
XML _Enabled database and Native XML database are similar, and the added data is the
same in both databases. For XML, Enabled database, has been used DTD in Figure 3.3

that converted from the relational schema Figure 3.1.

For inserting, deleting and updating single record of XML document, it has
identified by the position of elements in the document. The evaluation of each operation
was by using a number of reports (21 reports. Table 3.6) and queries (20 queries Table
3.4 and Table 3.5) for each operation.

The size of databases and the added data are measured in megabytes. A fixed
number of XMI documents are assigned to be imported into the both databases (XED
and NXD). The documents are repeated from the smallest to the largest (65.8, 101, 117,
127, 183 MB). Each measurement is repeated three times, and the average value is
taken. Examine the efficiency and the time for restore and rebuild the XML document

from both database (XED and NXD) in seconds.

Java DOM APIs were used to directly access the Native XML database server.
XQuery was used instead of SQL for reporting, because XQuery was required to access
the server using the HTTP protocol

To compare the different data sets size inside the databases needs to run a set of

tests that do the following:

(i) Store XML documents

(i)  Extract complete XML documents

(iii)  Delete complete XML documents

(iv)  Extract parts of documents identified by the position of elements in the
document

| (v)  Replace parts of documents
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3.3.1 Database Design

Firstly, it has been designed a database that uses XML features as much as
possible (Complex XML data). This chapter implemented a system to model (Amazon
book sales and reports), Figure 3.1 contains the core relational schema and figure 3.2 is.

Entity Relationship (EER) diagram of the relational schema that used in this chapter.

Relation Client {Client-no, Client—-name, Sex, Email, Telephone
Postalcode)

Relaticon Client-add {Client-no, Address, City, State, Country,
Is_default) '
Relation Bill (Bill-no, Client-no, Quantity, Bill amount, Bill date,
Shipment-type, Shipment date)

Relation Bill-substance (Bill-no, Substance no, quantity, Price,
Bill-price, Discount} -

Relation Substance {Substance _no, Substance _nane, Catalgg;type,
Author, Publisher, Substance price) ' 7
Relation Category {(Catalog type, Catelog description)

Relation Shipment (Shipment-type, Shipment-descripticn)

Relation Monthly sales (Year, Month, Quantity, Total)

Relation Client sales (Year, Month, Client-no, Quantity, Tﬁtal{

Relation Substance _sales (Year, Month, Substance no, Quantity,

Total}

Figure 3.1 Relational Schema of Sale and Report
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Figure 3.2 Enhanced Entity Relationship (EER) diagram of the relational schema

The next step was to translate the relational schema into an XML schema. It is
adopted the methodology used by K. Williams (Williams et al. 2001). Figure 3.3

contains the final DTD produced from this process.

<!ELEMENT Sales (Bill¥*, Client*, Substance *,Monthly-sales*)>
<IATTLIST Sales

Status (New|Updated|History) #regquired>
<IELEMENT Bill (Bill-substance *}>

<IATTLIST Bill

Quantity CDATA #REQUIRED

Bill amount CDATA #REQUIRED

Bill date CDATA #REQUIRED

Shipment-type {Post|DHL|UPS|FedEx|Ship) #IMPLIED
Shipment date CDATA #IMPLIED

Client idref IDREF $REQUIRED>

<!ELEMENT Client (Client-add*)>

-<!ATTLIST Client
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Client id ID #REQUIRED
Client-name CDATA #REQUIRED

Sex CDATA #IMPLIED -
Telephone CDATA #IMPLIED

Email CDATA #IMPLIED>

Postalcode CDATA #IMPLIED
<!ELEMENT Client-add EMPTY>
<IATTLIST Client-add

Address NMTOKENS #REQUIRED

City CDATA #IMPLIED

State CDATA ¥IMPLIED

Country CDATA #IMPLIED

Is default (Y[N} "¥Y">

<!{ELEMENT Bill-substance EMPTY>
<IATTLIST Bill—éubstance .
Quantity CDATA #REQUIRED

Price CDATA #REQUIRED

Bill-price CDATA #REQUIRED
Discount CDATA #REQUIRED
Substance _idref IDREF #REQUIRED>
<!{ELEMENT Substance EMPTY>
<!ATTLIST Substance

Substance id ID #REQUIRED
Substance name CDATA #REQUIRED
Category type (Art[Comp|Fict|¥Food|Sci|Sport|Trav) #REQUIRED
Author CDATA HIMPLIED
Publisher CDATA.#IMPLIED
Substance _price CDATA #REQUIRED>
<!ELEMENT Monthly sales (Sﬁbstance _sales*, Client sales*}>
<IATTLIST Monthly sales |

Year CDATA #REQUIRED

Month CDATA ¥REQUIRED

Quantity CDATA #REQUIRED

Total CDATA #REQUIRED>

<!ELEMENT Substance _sales EMPTY>
<!ATTLIST Substance _sales
Quantity CDATA #REQUIRED
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Total CDATA #REQUIRED

Substance idref IDREF #REQUIRED>
<!ELEMENT Client sales EMPTY>
<IATTLIST Client sales

Quantity CDATA #REQUIRED

Total CDATA #REQUIRED

Client idref IDREF #REQUIRED>

Figure 3.3 DTD Corresponding 10 the Relational Schema
Source: Williams (2000). Professional XML Databases

3.4 XML Database System Benchmark

Benchmark is a popular tools which test Relational XML database and Native
database. In gauging performance of NXDs, like other technology systems there are
benchmarking utilities available to evaluate performance of typical processing scenarios.
The benchmarked data set must represent and incorporate data characteristics that are
likely to have an impact on the performance of query operations. Although, it also must
be easy to understand, and expose the component of the system that is a bottleneck. In
general, benchmark testing mechanism should be: relevant, portable, scalable, and
simple, Indeed the two mechanisms we considered for our evaluation and research
efforts detailed later in this document, XMark and XBench, certainly meet the criteria.
XMark and XMark-1 are two main tools of Benchmarks in the research field, XMark
and XMark-1 have been used for the data set,

There are a number of existing benchmarks available to measure XQuery
support and XML database processing performance, including XMach-1 (Bhme &
Rahm, 2001), XMark (Schmidt & Wass, 2010) and XBench (Schroeder & Hara, 2014).
These benchmarks are predominantly application-oriented. Usually the testing
performance is measured by using a serial of data factors, which has varying sizes.
multi-feature documents; the performance of a system can be measured by using data
sets of varying sizes, different documents with different features as shown in the Table
3.2. The size of XML documents and the number of elements have been determined by

the factor of the main driver of generation.
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3.4.1 XMark

XMark is a reported tool in the benchmark for XM data management and it’s
designed to generate XML documents. The XMark framework and benchmark suite
allows users and developers to gain insights into the characteristics of their XML
repositories, It provides a mechanism that assesses the abilities of XML databases to
handle different query types typically encountered in real-world scenarios. The suite
provides for a set of queries where each query is intended to challenge a particular
aspect of the DBMS .query processor. The benchmark suite uses XMLgen, a document
generator that generates scalable XML documents for platform independent
implementations. The generation and engine and instructions are freely available for
researchers and evaluators. The framework offers observances of referential clonstraints
concerning ID/IDREF pairs and assures reproducibility across. We considered the
XMark benchmark not only for the-integrity of its framework, but for ifs simplicity of
use and acceptance within the XML industry. Although it comes with a rather complex
DTD, which defines a set of trees with varied structures, for the indexing and evaluating
which do not use the schema (Schmidt & Wass, 2010). The scalability ofa sszstem can
be measured by using data sets of varying sizes, different documents with differeht

features as shown in the Table 3.4.

Xmlgen is an. XML data generator for XMark, which produces xml documents.
Xmlgen is a part of the benchmark suite and provides a template to set the number and
type of elements, and makes probability distributions by setting the parameters; Xmigen
also provides DTD and schema. Xmlgen was developed in ANSIC and can be used on
windows and has been used on a number of platforms, including Windows, Solaris,

various Linux distributions, and IRIX.

Xmlgen was designed to produce large and very large XML documents in an
efficient manner with low constant main memory requirements. The current veysion of
Xmlgen require less that 2MB of main memory. The normal XML document size
100MB with a scaling factor 1.0, and users can create lager documents b changing the
scaling factor. .

Likewise, XMark provides 20 querics that cover most of XQuery’s

functionality. These queries mainly contain simple relational queries, order preserving,
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navigational queries, aggregate, references and storing operations. All of the benchmark

queries are formulated in XQuery.

Table 3.4 Queries Specified in the XMark Benchmark

Gro | Quer Function Comment
up Y ,
Return the name of the client
Query | ) Check the ability for handling
) with ID 'customer7'. The client
1 ) strings with a fully specified path.
1 registered in east Chine.
‘Query | Return how many substance s | Check the performs of DBMS when
5 that sold and cost more than 67. | XML model is a document oriented.
o Return all the substance s that | Text search but narrowed by
uery
¥ Contain the word 'book’. combining the query on content and
structure.
Evaluate cost of array lookups.
The authors cite that a relational
5 Query | Return to the initial increases of | backend may have problems
2 all open auctions. determining the first element.
Essentially query is about order of
data which relational systems lack.
Return IDs of all open auctions
Query : h More complex evaluation of array
whose current increase is at least
3 ) : e lockup.
twice as high as initially.
List reserves of those open )
Query ) ) "Querying tag values capturing
auctions where a certain person
4 document orientation of XML.
issued bid before another person
Check and list the number of
_ Value-based joins.
Query | substance is currently on sale
_ The authors feel this query is a
11 | whose price does not exceed :

0.07 % of each person's income.

candidate for optimizations.
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Table 3.4 Continued

Gro | Query Function Comment
up
2 For each richer than-average
person list the number of | Value-based joins.
Queryl ) . o
5 substance is currently on sale | The authors feel this query is a
whose price does not exceed | candidate for optimizations.
0.02% of the person's income.
Queryl | Which persons don't have a | Determine processing quality in
7 home page? presence of option AL parameters.
How many substance s are | Test efficiency in handling path
Query6 |
listed on all continents? expressions
3 ‘ ) The query is the answerable using
How many pieces of XML o i i
Query7 ) cardinality of relations. Testing
books are in the database? ) _
implementation.
3.42 XMark-1

By compariso‘n, the Xmark-1 is another multi-user tool of benchmark that was

developed at the University of Leipzig in 2000 (Franceschet, 2005). The system

architecture includes the following components: an XML database, application server,

and the interfacing software which can process XML documents and communicéte with

the database. XMark-1 was developed in Java and the current version has been

implemented in some XML database systems.
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<{ELEMENT document (title, chapter+}>
<!ATTLIST document author CDATA #IMPLIED
doc_id ID  #IMPLIED>
<! ELEMENT author (#PCDATA)>
<}ELEMENT title (#PCDATA}>
<!ELEMENT chapter {author?, head, section+)>
<IATTLIST chapter id ID #REQUIRED>
<!ELEMENT section {head, paragraph+, subsection¥*}>
<!ATTLIST section id IR #REQU]?RED)
<!ELEMENT subsection (head, paragrapht, éubsection*)>
<!ATTLIST subsection id ID #REQUIRED>
<!ELEMENT head (#PCDATA}>
<!ELEMENT paragrapnh (#PCDATA | link)*>
<{ELEMENT link EMPTY>
<!ATTLIST link xlink:type (simple) #FIXED "simple"
xlink:href CDATA #REQUIRED>
Figure 3.4 DTD of XMach-1 Database

- The XMark-1 has a document generator which can synthetically generate XML
documents. The system consists of two parts: XML files and data-centric directory. The
text contents are chosen from 10,000 of the most frequently used words in English.
Each of the XMI, files simulates as article, which includes title, chapter, section,
paragraph, and so on. The directory system is based on XML files, and mainly contains

metadata of the other documents.

The XMark-1 supports both schema-based and schema-less variants of the
benchmark. The file sizes vary from 2 XB to 100 MB, and the structures vary flat to
deep hierarchy. XMark-1 controls the size of the whole database by changing the
number of XML files. There are four database sizes in XMark-1, which are created by
varying the numbers in the files: 65.8, 101, 117, 127, and 183. XMark-1 utilizes an
algorithm to generate documents with different depth and size. The process of
génerating documents can be controlled through setting parameters. XMark-1 is also

developed with Queries, it is specified in the Table 3.5:
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Table 3.5

Queries Specified in the XMark-1 Benchmark

Group

Query

Function

Comment

Queryl

Query2

Query5

Query3 .

Query4

Query6

Query7 '

Query8 '

Get document with the given

URL.

Get doc_id from documents

containing a given phrase.

Get doc_id and id of the
parent element of author

element with given content.

Return leaf in trec structure
of a document given by
doc_id following the first
child in each node starting
with document root.

Get the document name (last
path element in the directory
structure) from all documents
that are below a given URL
fragment.

Get doc_id and insert date
from documents having a
given. author (document
attribute).

Get doc_id from documents
that are referenced by at least
four other documents.

Get doc_id from the last 100

inserted documents having

an Author attribute

Return a complete document
(complex hierarchy with the
original ordering preserved).
Text retrieval query. The
phrase is chosen from the
phrase list.

Find chapters of a given
author. - _
Query across rali DTDs/text

documents.

Simulates is exploring a
document with unknown

structure (path traversal).

Browse direcfory structure.
Operate on structured

unordered data.

Join operation.

Get important documents.
Needs some kind of group by
and count operation.

Needs count, sort, and join
operations  and accesses

metadata.
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3.4.3 XBench Benchmark

XBench is a family of benchmarks that capture different XML application
characteristics (Yao et al., 2004). Like XMark, these applications are categorized as
data-centric or text-centric (document-centric) and the corresponding XML can consist
of single documents or multiple documents. Data-centric (DC) application examples
include ecommerce catalog data or transactional data. The text-centric (TC) applications
examples include book collections in a digital library, or news article archives. Support
for both is in the form of single document (SD) or multiple (MD) documents which can
be generated with the tool. As part of this benchmark suite, the database generator that
can build four cases: DC/SD, DC/MD, TC/SD, and TC/MD. The XBench database
generator can generate databases in any of these classes ranging from 10MB to 10GB in
size. A good source of reference regarding XBench testing is provided in (Yao et al.,
2004) XBench research paper, where they benchmarked DBMS systems that store,
retrieve, and update XML documents. For tackling the fragmentation problem for
transactional databases which are highly distributed, in (Schroeder & Hara, 2014), it
applied the fragmentation approaches on the XML schema and workload provided by
the XBench benchmark, From each approach, the XBench dataset was fragmented and
stored in a cloud data store. It executed XBench using six different cluster sizes of eight
Amazon EC2 nodes allocated in a single region. In (Thomas et al., 2014), it applied the
XBench benchmark which has been proposed for applications categorized as text-
centric and that involve multiple documents. The benchmark provides an XML Schema
that models part of the Springer digital library, a workload with 19 queries and a
database generator that can be configured to output datasets containing a user defined
number of articles. However, one of the main shortcomings of XBench is that the
System Under Test (SUT) Description works under single user mode. No concurrent
access to the system is supported. The multiple users work mode is supposed to be
implemented in the future. Another weakness of XBench is that only query workloads
are supported in the first version, but the designer plans to include the update and bulk-

loading workloads (Yao et al., 2004).
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3.4.4 Performance Consideration

When we consider native XML databases as a means of storing XML data, one
of the major considerations must be the speed of retrieval and manipulation of store
data. Depending on the stored document structure (well type data-centric vs. document-
centric), how the native XML database physically stores data (file system or other DOM
like method), and the application of indexing schemes as identified in Chapter 3, it is
possible under many application that one can retrieve data faster than other storage
alternatives like XML-enabled alternatives. For example, if retrieving lots of data ina
singular XML document stored in an NXD (perhaps in a single physical file),versus
retrieving equivalent data from a highly normalized relational database (shredding)
requiring traversing relational physiéai joins, and amassing other overhead, we may see
faster response times from NXDs. In this case, the database can perform a single index
lookup, and assuming that the necessary fragment is stored in contiguous bytes on the
disk, it can retrieve fhe entire document or fragment in a single read. As we ha§e seen
above, with relational databases this may require multiple index lookups and multiple
disk reads. However, RDBMS are much evolved, and offer such incredible performance

that this overhead is sometimes obscured by these efficient processing engines,

From a performance standpoint, model-based native XML databases that use a
proprietary storage formats are likely to have performance similar to text-based native
XML databases when retrieving.data in the order in which it is stored. This is because
databases use physical pointers between nodes, which should‘providAe pez;fdrmanqc
similar to retrieving text. Which is faster also depends on the output format. Text-based
systems are obviously faster at returning documents as text, while model-based systems
like DOMSs are obviously faster at returning documents as DOM trees, assuming their

" model maps easily to the DOM model.

Because these physical links are faster to navigate than logical links, native
XML databases, like hierarchical databases, can retrieve data more quickly than
relational databases. Because of this, they should scale well with respect to retrieving
data. In fact, they should scale even better than relational databases in this respect, since
scalability is related to a single, in{tial index lookup rather than the multiple lookups

required by a relational database. Like hierarchical databases, the physical wiring in
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native XML databases applies only to a particular hierarchy. That is, retrieving data in
the hierarchy in which it is stored is very quick, but retrieving the same data in a
different hierarchy is not. Because native XML databases make heavy use of indexes,
often indexing all elements and attributes, it helps with performance traversing this tree-
based hierarchy. Unfortunately, while it may help with query performance, it does

increase update time, since mentioning such indexes can be expensive.

3.5 Benchmark Querises

The expressive strength of XML effects greatly on the perfonnaﬁce of the
implementations of query languages for XML. A list of "Must have" requirements for
XML query languages have been published by W3C XML Query Language Working
Group and have been shown in Table 3.6 and analyze the impact of these various

requirements on the performance.

XML can represent structured and unordered data, and an XML query language
must be as expressive as a structured query language such as SQL is for relational
databases. Have noticed that benchmark query cannot evaluate the database systems
that implement XPath, because XPath can only count the function not the average, and
benchmark queries cannot impractical on such systems. This problem can solve easily
by using benchmark queries, for each test a different kind of aggregation. In addition, in
case of test only a subset of the functionalities covered by some queries. For example:
sometimes there is no need {o restructure the retrieved results while others never need to
update the database. Thus, it is important to distribute the various functionalities into
different queries so that users can always choose the queries according to the

functionalities they need.

Separating the functionalities also facilitates the analysis of the experiment
results since it will be very clear which feature is being tested. Finally, the benchmark
queries should allow the range of values of selected attributes to be varied in order to

control the percentage of data retrieved by queries—that is, the selectivity of queries.
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Table 3.6 Desired Functionalities of XML Query Languages

ID Description
QR1 To query all data types-and collections of possibly multiple XML documents.
QR2 Allow data-oriented, document-oriented, and mixed queries.
QR3 Accept streaming data.
QR4 Support operations on various data models.
QRS Allow conditions/constraints on text elements.
QR6 Support hierarchical and sequence queries.
QR7 Manipulate NULL values.
QR38 Support quantifiers (4, and ~) in queries.
QRY Allow queries that combine different parts of document(s).
QR10 Support for aggregatiofx.
QRI11 Able to generate sorted results.
QRi2 Support composition of operations,
QRI13 Aiiow‘navigation (reference traversals).
QRi4 Able to use environmental information as part of queries (current date, time etc.)
QRI15 Able to support XML updates if data model allows.
QRI16 Support type coercion. |
QR17 Preserve the structure of the documents.
QRI3 Transform and create XML structures.
QR19 Support ID creation.
QR20 Structural recursion.
QR21 Element ordering.

For example: QR9, QR10, QR11, which represents join operations, aggregation
and sorting, use data-centric capabilities or relational queries. QR17 uses document-
centric capabilities to keep the documents structure in some form. QR13 and QR20 are
requirements that need to traversal of XML document structure using reférences or links
as supported by XLink/XPointer specification. While QR21 uses open element ordering
the functionality, which is an important feature of XML representation that have a

significant impact on the of query languages to represent.
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Used XQuery by pre-indexing the structure of the data in the Native XML
database. The Problem of the performance has been solved by use structural indexing to

allow queries to implementation of optimal performance. For example:
//Book[ISBN = "1558746218"]

The database will retreat and search over all <ISBN> elements in the database.
This will lead to a decline in performance because of slow implementation and limits
conBOOK. To query more efficiently and to improve the performance, we define an
index (in /db/system/config/db/collection.xconf) and add range indexes for the most

frequently used comparisons.
3.6 Algorithm

The algorithm for this study enhanced the method that has been developed by
Zhang and Tompa in 2004. The researcher’s method used object-relational DBMS
schema used to hold the XML document schemas and data, the user-defined types
needed to make hierarchical operations efficient, and the algorithm used to map XPath

expressions to-their corresponding SQL-3 queries.

The figure shows Data Definition language that has been required. Each
different sub-set of XML data will store in separate pairs of tables. Each of these tables
is implemented to mode! aspect of the XML schema and data model specification. The
Specification included the following types of XML document nodes:

(i) Document

(ii) Element

(iii) Attribute

(iv) Namespace

(v) Processing Instruction
(vi) Comment

(vii) Text
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of these atomic type value in the document must be one of these types (Figure 2:12,

In addition, XML Data Model includes a set of 19 primitive atomic types. Each

mentioned in chapter 2).

Table: SPEC Table: DATA
Column Name Column Type Column Name Column Type
@___ﬂ Schema Node Node A SchemaNode |Node
Local_Name String 5;;? Pocument Node| Node
XML Node Type [XML_Node Type Value XSDString
Data Type A XML _Data_Type '
Arity XML _Node_Type
Figure 2:12 Data Definition language

The researcher's algorithm used only a single pair of tables, In practice, an XML
repository would need considerai)ly more. XML's use of namespaces to assign semantic
intent to tag names, for example, suggests that some additional columns‘ are ﬁec‘:essary.
And although XML's "wire" format consists of ASCII strings, care must be taken to
ensure that XPath expressions with range predicates (>, <, etc.) and the more complex
set-membership operations evaluate correctly.

While the algorithm in this study used indexing to all the clement text, and
attribute nodes, to fast XPath queries. All indexes are managed by the database enginé.
However, it is possible to restrict the automatic full-text indexing to defined parts of a
document (shown in 2.8.2). Evaluating structured queries against possibly collections of
unconstrained documents poses a major challenge to storage organization and query
processing. To speed up query processing, some kind of index structure is needed. Thus,
the algorithm used a numerical indéxing scheme to identify XML nodes in the index.
The indexing scheme not only links index entries to the actual DOM nodes in the XML
store, but also provides quick identification of possible relationships between nodes in

the document node tree, such as parent-child or ancestor-descendant relationships, while
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conventional approaches are typically based on top-down or bottom-up traversals of the

document tree.

The method in this study can store the whole document in a column of fype text
and don't require the documents to be chopped into small pieces to be squeezed into

relational tables.

The method define an extraction operator, yP1, P2 (T). This operator takes a
table T as input and two parameters, P1 and P2, where P1 is a column of table T of type
text and P2 is a tree pattern to match against each text entry in the given column P1. The
pattern matching language is a variant of XQuery that describes tree patterns instead of
path patterns. Therefore, it differs from an XQuery expression by identifying several
nodes in a tree that correspond to a single match rather than extracting only the last

node in some path.

As a result, ¥P1, P2 (T) is computed by considering each row of T in turn, as
shown in Figure 3.5 for the pattern corresponding to //book#/author# to extract book-

author pairs simultaneously.

The tables are then “attached” to T as if by a join that correlates each row in T
with all rows produced from the P1-value in that row. Hence the resuit of applying this
operator is an expanded and untested table. The new column names by default are the

same as the root names of the extracted texts, with suitable renaming as necessary.
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3.7 Processing Operations

Evaluation is necessary for all databases with different tools at benchmark
environment. Namely a serial of determination step will carried out on the two

databases; the details is as follows:

In XML _Enabled database needs mapping (SQL to XML and XML to SQL).
The mapping between the database columns and XML documents (elements or
attributes) is defined by means of AS aliases in a SELECT:
<Database column> AS [Element Name! Nesting Level! Attribute Name! Directive]

3.7.1 Storing XML Documents

The process is done by use OPENXML function. OPENXML is suited to load
XML data into the database, because it will load the whole XML document into the

memory before perform the insertion of the data. The process has three steps:

(i)  Obtain an XML document handler by compiling XML document into
internal DOM  representation, using the stored  procedure
sp_xml_preparedocument.

(i)  Construct a schema by associating schema fields with XML elements.
Where XML elements are defined by a path pattern in addition to a relative
element path.

(iii) Remove the compiled XML document from memory by using the stored

procedure sp_xml_removedocument.
3.7.2 Extracting XML Documents
(i) XML Enabled Database
"It is necessary to generate Xml documents again for the databases, it has two

steps:
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(a) Create aliases to the elements in the desired output XML. The alias define the

parent/child relationships between elements.

FXTRADE /* LEVEL=1 */

AUTHORL  [FXTRADE!1!AUTHOR1]

AUTHOR2  [FXTRADE!1!AUTHOR?]

TILTE [ FXTRADE ! 1!TILTE]

ISBN [FXTRADE!1!TSBN]

QUANTITY  /* LEVEL=2 */
NUMBER [QUANTITY  !2!NUMBER]
PRICE  [QUANTITY !2!PRICE]

(b) Define the ou{put tree structure in SQL. Each level of the tree is defined fhrough
a SELECT statement, thereafter the levels are combined together into the tree by
means of a UNION ALL statement. The level-1 SELECT statement introduces
the names of atomic elements on all levels. Each SELECT statement i.ntroduces
a tree level tag and its parent tag. There is a single record in the result set

corresponding to the tree root.

SELECT
1 AS Tag,
NULL A_S Parent,
NULL AS [FXTRADE!1!AUTHOR1],
NULL AS [FXTRADE! 1 ! AUTHOR2},
NULL AS [FXTRADEflETITLE],
NULL AS [FXTRADE!1!ISBN],
NULL AS [QUANTITY !2!NUMBER},
NULL AS [QUANTITY !21PRICE]
FROM
FXTRADE
UNION ALL
SELECT
2,
1,

FXTRADE . AUTHOR1,
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FXTRADE.AUTHORZ,
FXTRADE.TITLE,
FXTRADE. ISBN,
QUANTITY . NUMBER,
QUANTITY .PRICE

FROM

FXTRADE, QUANTITY
WHERE

FXTRADE ., QUANTITY = QUANTITY .Ib
ORDER BY [QUANTITY 121I8BN},

[QUANTITY 12 PRICE]
FCOR XML EXPLICIT, ELEMENTS

(ii}  Native XML Database
For extract document (A SELECT-FROM-WHERE) has been used. For

example, the query computes a list of the books for the customer 12.

SELECT x.txt.extract('Customer//Book)

FROM XMLTypeTab x

WHERE x.txt.existsNode('Customer//Order') = 1

AND x.txt.extract('/Customer/CNo/text()').getNumbervVal{) = 12

Extract-condition is used also in UPDATE and DELETE documents.

3.7.3 Inserting XML Documents
(i) XML _Enabled Database

For single record, insert XML data into a XED done by using an INSERT
statement and the OPENXML function.

For Mass record, the method for inserting as following:

(i) Load the XML documents as a stream and reads it.
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(i) Identifies the database table and generates the appropriate records from the
XML.

(if)  Send the records to the database for insertion.
3.7.4 Deleting and Updating XML Documents
(i) XML _Enabled Database

For UPDATE and DELETE XML documents, the given document is taken as a
pattern for qualifying documents, then the he document determines the query values of
the resulting WHERE condition. Where use <xsql:update-request>, and <xsql:delete-

request> to update and delete documents.
(iii)  Native XML Database

The delete process has been done by using delete XML DML statements as

following:

(a) An XML is assigned to variable of xml type.

(b) Delete various nodes from the document.
3.7.5 Searching XML Documents
(i) XML Enabled Database

This study has been used an approach to search XML documents in the

relational database as follows:

(a) Process the DTD file (figure 3.4) to generate a relational schema
(b) Load XML documents into relational tables in the XML _Enabled database

after Parse and conforming to DTDs.

(¢) Translate semi-structured queries over XML documents into SQL queries

over the corresponding relational data.

(d} Convert the results back to XML
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(iv)  Native XML Database

This study has been used several techniques for the searching process in Native

XML database for better performance:

(a) Shortest Paths

In Native XML database there's no need to pass the entire document tree
because of the database directly determines an element and attribute by its name by
using the indexing. This means, to search about the title for a book in the cookbook

catalog (single record), the direct selection of a node through a single descending step:

doc{'cookbook.xml'} /cookbook/recipe/title
(a) Process the most selective filter/expression first

For multiple steps to select certain nodes from a larger node set (mass record),
will process the most selective steps, by reducing the node set to be processed, thus will

increase the speed of queries:

/dblip/*fyear > 2003] [author = 'Kanda Runapongsa’}
The database has 568824 records matching year > 2003, but only 53 of them
were written by Stroustrup. For better performance, need to move the author name to

the front of the expression;
/dblp/*[author = 'Kanda Runapongsa'] [year > 2003]
Native XML database a kind of optimization automatically, and it is recognized
more cases for intelligent searching rewritings than XML Enabled database. For

example, has already transformed the Boolean expression

/dblp/* [author = 'Kanda Runapongsa"and year > 2003]

(a) Avoid unnecessary nested filters
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Unnecessary nesting should be avoided because of its negative impact on the
searching. The variant with only one filter is easier to optimize for the database,
whereas the nested filter implies a performance penalty. Likewise, if you are calling one
of the optimized functions (contains, matches, ft:query ...), need to make sure not nest

them unless really required:

//Books [book/Title[contains{., "“ISBN")]]
//Books [contains (book/Title, "ISBN"}]

(a) General comparison to compare an substance to a list of alter natives

General comparisons are used to compare a given substance to several
alternative values. For example, you could use an "or" to find all <book> children
whose string value is either "Title" or "ISBN".

//Books [book eq "Title' oxr bookeg 'ISBN']

A shorter way to express this is:

//Books [book = ('Title', 'ISBN')]

The comparison will be true if b's string value matches one of the strings in the
right hand sequence. If an index is defined on <book>, the database will need only one
index lookup to find all book's matching the comparison. The equivalent “or"

expression needs 2 separate index lookups.

3.8 Conclusion

This chapter presented -a series of experiments that has been applied in
XML _Enabled database and Native XML database. The experiments ha;ve béeﬁ tested
using database benchmark (XMark -and XMark-). The performance is ﬁ}easured using
different sizes of data sets (65.8, 101, 117, 127, 183 MB) as shown in the Table 3.2. The
size of XML documents and the number of elements have been determined by the factor
of the main driver of generation. This chapter also presented the methddology' of this
study to evaluating: insert, update, delete and search performance in both databases

XML _Enabled database and Native XML database) which applied the method that has
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been developed by K. Williams with his research teams his research teams in 2001

(Williams et al. 2001) (Figure 3.4).
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CHAPTER 4

EXPERIMENTATION AND DISCUSSION

4.1 Intreduction

The study implemented the data sets in both databases, Native XML database and
XML_Enabled database, and used the PC machine with Intel Core i7-3770 processor
(3.40 GHz), 4GB main memory, and Windows 7 Professional. The data sets are used
from smallest 65.8 MB to largest 183 MB. Compare both databases in terms of time

complexity when evaluating the performance.

4.2 Discussions

For modeling the columns in XML_Enabled databases as XML DTD structure,

there are two approaches:

1) Element approach: Define the table name as the root element. It is nested by its
columns, which are also defined as elements. An example is:
(i) <! ELEMENT Person (Name, Sex, Age)>
(i) <! ELEMENT Name (#PCDATA)>
(iii) <! ELEMENT Sex (#PCDATA)>
(iv) <! ELEMENT Age (#PCDATA)
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2) Attribute approach: The columns are defined as attributes of the root element. The
previous example, becomes
(i) <! ELEMENT Person>
(iiy <! ATTLIST Person
(iii) Name CDATA #REQUIRED
(iv) Sex CDATA #REQUIRED
(v) Age CDATA #REQUIRED>

In XML _Enabled database, data and structures are defined. Columns represent
data, Tables and relationships form structure. This can be managed well in searching for
data and for database navigation. XML attributes refer to the data, XML elements and
sub-elements build the structure. In addition, attributes do not have the concept of
ordering. This is similar to columns in a table. No matter how one changes the position of
a column in a table, the data content inside a table does not change. For the first approach,
tables and columns are both defined as clement types. It may be ambiguous to a parser to
decide the role of an element. The flexibility of searching for child elements is less than
the attribute approach. This is because an element does have ordering meaning. Hence, it

cannot fully represent the location-independence of data from an XED concept.

The performance is an important issue. There are two technologies in parsing
XML documents: DOM and SAX. The thesis's methodology used only Native XML
database Java DOM API.

Firstly, DOM technology pulls XML documents into the memory and presents it
as the tree later. The process of converting the document to a tree structure involves
traversing through the document. For example, the steps for retrieving the title of the 5th

substance from books are:

1) - Go to parent element Book
2} Go to 5th book ISBN child of Books
3) Get the title name from this book ISBN.

if the element approach is used in the sample database, more steps are involved:

1)} Go to parent element Books.
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2) Go to second book_ISBN child.
3) Go to title name child of the second book _ISBN.
4) Get the name portion of book title.

Coding may be simpler if the attribute approach is used. Also, when using
attributes, there is the option of using enumerated types such that the value of a column

can be constrained by a defined value.

The size of the documents: For element approach, it is necessary to be (Starting
tag+Content+ Ending tag). But this is not necessary to attribute approach
(attribﬁte_name = attribute_value). When increasing of the database, the difference
could be significant. For Parsing documents, the element approach cost more time. So,
need more disk space to store the tags, especially in when storing a group of data (mass

record). Thus, the performance will be affected.

In defining the relationships between clements, containment is used for one-to-
one and one-to-many cases. The ID/IDREF pointer approach is not recommended
because XML is designed with the concept of containment, Using pointers costs more
processing time, because DOM and SAX do not provide efficient methods-to handle
ID/IDREF relationships. Furthermore, navigating from an ID field to an IDREF field
may not be easy. Thi§ becomes more difficult for IDREFS, since all IDREFS fields need
to be tokenized. Each token is examined for all possible ID fields. Hence, containment is
introduced to build relationships at the start. The pointer approach is.used for those

relationships that can go either way.

4.3 Experimental Results

4,3.1 Storing and Extracting Complete XML Documents

Native XML database prc;vides efficient methods for inserting an XML
document into the database and extracting the complete document from the database, the
following table shows the result. The results for table 4.1 indicate that, Native XML
database has better performance than XML_Enabled database to - storing XML

documents (Because of indexing in Native XML database allows to perform operations
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in memory (which is fast), rather than reading from disk (which is slow) (eXist-db,
2013; Oracle group, 2011)). While the result in table 4.2 shown that XML _Enabled

database has better performance to extracting XML documents, because in
XML_Enabled database, each level of the tree is defined through a SELECT statement,
thereafter the levels are combined together into the tree by means of a UNION ALL

statement (see 3.9.2)

Table 4.1 Storing Complete XML Documents
Size/MB Time/Second
XML Documents XML _Enabled Database Native XML Database
65.8 32.0 8.6
101 69.9 9.4
117 280 12.7
127 1732 31.5
183 2057 38.2
Table 4.2 Extracting Complete XML Documents
Size/MB Time/Second
XML Documents XML Enabled Database Native XVIL Database
65.8 3.45 9
101 4.1 10.2
117 4 12
127 4.1 17.9
183 42 32
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Table 4.3 Provides a summary of the tests that have been used performance

evaluation.

Test

.Test Description

Queryl, Query2
Query3, Quer4
Query5, Querb
Query7, Query8
Query9, Queryl0
Queryll, Queryl2

Query13, Queryl4,

Queryl5

Evaluate the time for Insert single record performance
Evaluate the time for Insert mass records performance

Evaluate the time for Update single record performance

"Evaluate the time for Update mass records performance

‘Evaluate the time for Delete single record performance

Evaluate the time for Delete mass records performance

‘Evaluate the time for searching for record by using index key

4.3.2 Inserting Process

(i)  Single Records

The objective of Query -and Query2 are to measure insert performance Queryl
is a single insert statement with only one substance (item) involved.- As the results
indicate, when data size increases, XMIL._Enabled database’s performance always seems
efficient, whereas it consume about‘ 75% time that the Native XML database consume,
due to the technique of storing and organizing the huge data inside Native XML
database. The XML-enabled database has better performance than the natlve XML

database in all cases. However, both products have steady figures no matter how large

the database is. See Figure 4.1.
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M XMi-Enabled database
& Native XML database

Figure 4.1 Queryl. Insert one substance record into the table

Query2 consists of a master-details relationship (Client and Client-add). In
Query2, concluded that insert operation performance in not effected by the database
size. Furthermore, Query2 costs more time than Queryl as Query2 needs to handle more
than one substance (Item). All in all, the same result that the XML_Enabled database has
better performance than the Native XML database. The XML-enabled database has
better performance than the native XML database in all cases. However, both products

have steady figures no matter how large the database is. See Figure 4.2.

o
E
= B XML-Enabled database
& Native XML database
65.8 101 117 127 183
Size MB
Figure 4.2 Query2. Insert complete customer record into the tables
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(iiy  Mass Records (group of Data)

Query3 and Query4 are to evaluate the inserting process for group of data.
XML _Enabled database, has better performance than Native XML database for data size
(<= 101 MB). See Figure 4.3.

As data size increases more than 101 MB, Native XML database’s performance
will be better choice, whereas it consume about half the time that the XML _Enabled
database consume, due to the technique of storing and organizing the huge data inside
Native XML database. Moreover, the API in XML_Enabled database, cause the problem

of congestion and accumulation for huge size data. See figure 4.4

600
450
@
E 300 S
[ # XML-Enabled database
150 & Native XML database
0 T "R e .
65.8 101 117 127 183
Size MB
Figure 4.3 Query3. Insert Group of data
600
450
E 300
B XML-Enabled database
150 1 Native XML database
() e _ 7
658 101 117 127 183
Size MB
Figure 4.4 Query4. Insert complete customer record
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4.3.3 Updating Process

(i)  Single Records

The objective of QueryS and Query6 are to measure update performance QueryS
is a single update statement. As the results indicate, when data size increases,
XML _Enabled database’s performance always seems efficient, whereas it consume
about 50% time that the Native XML database consume, due to the technique of storing
and organizing the huge data inside Native XML database. The XML-enabled database
has better performance than the native XML database in all cases. However, both
products have steady figures no matter how large the database in Figure 4.5.Query5 and
Query6 to evaluate update performance. The consumed time in the Update process is
less the consumed time in insert process. The reason behind this is that, insert examines
and check carefully data validity and unique indexing process, while in Update and

delete process, the data have been taken from the database, and so the time is saved.

Same results have been obtained (acquired) for the process insert single record in
Figure 4.6, since XML _Enabled database has better and faster performance than a
Native XML database. Update process has the same time for execution regardiess the

size of the database.

2
i5
at
E 1
= B XML-Enabled database
0.5 - & Native XML database
o 1 Ne : e :
65.8 101 117 127 183
Size MB

Figure 4.5 Query5. Update one record in the table
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& XML-Enabled database
& Native XML database

127 183

Figure 4.6

(i)  Mass Records (Group of Data) '

Query7 and Query8 are to evaluate the time for Update‘ mass records
performance. In Update Mass record process, the performance of XML _Enabled
database still better than Native XMI, database for the data (<=127 MB). Native XML
database’s performance is better for huge data (>=183 MB). This is because
XML Enabled database has simple query and effective structure  to perfofm
Updata/Mass record, while Native XML database need to execute additional query

process before retrieval the data whereof cause consumption of more time with data

(<=127 MB)

Query6. Update complete client record in the tables

65.8 101 117
Size MB

H XMi-Enabled database
& Native XML database

127 183

Figure 4.7

Mass Update Substance
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% XML-Enabled database
& Native XMt database

Figure 4.8 Mass Update complete client record

4.3.4 Deleting Process

(i)  Single Records

Query9 and Query10 are to evaluate Deleting single record performance. Results
have been obtained similar to the results obtained by query Insert (Queryl, Query2), and
Update (Qery5, Quer6). XML_Enabled database has better performance than Native
XML, database.

Delete process has similar functions to Update process, where there is no big

difference in the performance between the two processes (Delete process and Update

Process, and both processes to be effected with database’s size.
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Figure 4.9 Query?9. Delete one Substance record from the table
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Figure 4.10 Queryl0. Delete complete client record from the tables

(i)  Mass Records (Group of Data)

Queryll and Queryl2 are to evaluate the performance of Delete group of data.
Delete operations for Substance and Client records (see Figure 11). In Delete-process
(Mass record), as shown in figurell and figurel2, the XML _Enabled database has
much better performance than Native XML database with all data size which have been
tested in this research except data size (<183), and the reason behind this has already

explain earlier in (Update Mass record).

For the XML_Enabled database, a simple structural and powerful SQL query can

perform a mass delete. In contrast, the servlet program for the Native XML database
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needs to execute an additional query prior to retrieving all possible Clients/Substance s.

Then the program uses the temporary list to remove records.

60
45
a
E
- = # XML-Enabled database
g-_ & Native XML database
Size MB
Figure 4,11 Queryl 1, Mass delete Substance
600
450
@
E 300
= B XML-Enabled database
150 & Native XML database
0 _— ——oae = 1
658 101 117 127 183
Size MB
Figure 4.12 Query 12, Mass delete complete client record

4.3.5 Searching Process

Query13, Queryl4, and Queryl5 evaluate the time to search for a record using
an index key (Figure 4.14). For 65.8 or 101MB, the results for both products are very
similar. From 183 MB, the Native XML database outperforms the XML Enabled
database. The Native XML.database provides steady performance in all cases. We
conclude that the Native storage strategy and indexing approach are efficient enough for

searching in a database.
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Figure 4.13 Queryl3. Searching an Substance in the table

e

3 XML-Enabled database

& Native XML database

Size MB

Figure 4.14 Queryl4. Searching complete client record in the tables
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Figure 4.15 Queryl5. Searching complete bill record in the tables
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The above result because in a relational database, data and structures are defined.
Columns represent data. Tables and relationships form structure. This can be managed
well in searching for data and for database navigation. XML attributes refer to the data.
XML elements and sub elements build the structure. In addition, attributes do not have
the concept of ordering. This is similar to columns in a table. No matter how one
changes the position of a column in a table, the data content inside a table does not
change. For the first approach, tables and columns are both defined as element types. It
may be ambiguous to a parser to decide the role of an element. The flexibility of
searching for child elements is less than the attribute approach. This is because an
element does have ordering meaning. Hence, it cannot fully represent the location-

independence of data from an RDBMS concept.

4.3.6 Results Discussions

In conclusion, the results implemented the data sets in both databases, Native
XML database and XML Enabled database. Native XML database has better
performance than XML Enabled database to storing XML documents (Because of
indexing in Native XML database allows to perform operations in memory (which is

fast), rather than reading from disk which is slow.

In Single Records of Inserting Process, as the results indicate, when data size
increases, XML Enabled database’s performance always seems efficient, due to the
technique of storing and organizing the huge data inside Native XML database. The
XML-enabled database has better performance than the native XML database in all
cases. However, both products have steady figures no matter how large the database is.
In Mass Records of Inserting Process, Native XML database’s performance will be
better choice, whereas it consume about half the time that the XML _Enabled database
consume, due to the technique of storing and organizing the huge data inside Native
XML database. Moreover, the API in XML__Enabled database, cause the problem of
congestion and accumulation for huge size data. The consumed time in the Update
process is less the consumed time in insert process. The reason behind this is that, insert

examines and check carefully data validity and unique indexing process, while in
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Update and delete process, the data have been taken from the database, and so the time

is saved.

In Update Mass record process, the performance of XML_Enabled database still
better than Native XML database for the data (<=127 MB). Native XML database’s
performance is better for huge data (>=183 MB). This is because XML_Enabled
database has simple query and effective structure to perform Updata/Mass record, while
Native XML database need to execute additional query process before retrieval the data 7

whereof cause consumption of more time with data (<=127 MB)

Delete process has similar functions to Update process, where there is no big
difference in the performance between the two processes (Delete procéss and Update
Process, and both processes to be effected with database’s size. In Delete process (Mass
record), the XML _Enabled date;base has much better performance than Native XML
database with all data size which have been tested in this research eﬁceptl data size
(<183), and the reason behind this has already explain earlier in (Updaté Mass record).
For the XML Enabled database, a simple structural and powerful SQL query can
perform a mass delete. In contrast, the servlet program for the Native XML database
needs to execute an additional query prior to retrieving all possible Clients/Substance s.

Then the program uses the temporary list to remove records.

In Searching Process, the Native XML database outperforms the XML_Enabled
database. The Native XML database provides steady performance in all cases. We
conclude that the Native storage strategy and indexing approach are efficient enough for .

searching in a database.

4.4 Native XML Databases Validation

DTDs and XML schemas, to date, have not been critical or necessary
components of most available NXD or XML-enabled database solutions. While
validation may be useful in initial loading of XML collections, subsequent processing
behaviors once loaded into DBMS system do not require a DTD to be in place. NXDs
assume XML well-formedness (Schmidt et al., 2002). For example, on updates that
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might validate the referential integrity of between elements or attributes, that pre-update
or pre-insert transactional processing is supported. The alternative brute force approach
would be to update the XML document and then check for constraint violations. If a
constréint is violated, a transactional rollback is initiated. This approach requires a great
deal of DBMS overhead and available resources required to support the rollback (Arenas
et al,, 2002).

Using our proposed method of using Native XML databases to enforce key
constraints, both unique key constraints and foreign key constraints, this section starts
with the personal-address.xml document. For example, given that address name is a
unique key with our data model, it would implement the following statement on the

supported nextgen NXD to enforce uniqueness:

CREATE _

BEFORE INSERT OF document {"'personai-address.xml")//address
FOR EACH NODE

DO

{
for $p in doc("pa.xmry/address/@name

where $p = $NEW

return

if(count($p)>0)then

$p

else <error>Unique Key Constraint Violation</error>

}

Next, it assumes a DTD segment for personal-address having the specified

attribute constraint, where only those specified zip codes are allowed.

<IATTLISTecity
zip (94783 194303 | 90472 | 90092) #REQUIRED
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Those NXDs that do not support DTD validation would have the following
statement for check constraint validation, validating reference data, similar to a foreign

key:

CREATE TRIGGER TRGI»AI)2

BEFORE UPDATE, INSERT ON document ("personal-address.xm]")//address
FOR EACH NODE '
DO

I

for $p in doc("'pa.xml")//address/city/@zip

where (SNEW/@zip - 94783) or (SNEW/@zip = 94303) or

(SNEW@2ip = 90473) or (SNEW/@zip = 90092

Return

if (fn:empty($p)) then

<error>Check Constraint Violation</error>

else $p
}

In the above example, if the city zip code in not in the list of valid values, the
XML document would fail the DTD validation because it does not match type defined in -
the enumeration list. We added’ a check constraint to validate reference data.
Alternatively, by modifying our original DTD to the following, we can implement

foreign key constraint checking

<?xml version-"].0" encoding="UTF-8"7>

<1--DTD generated by XMLSpy v2009 spl (http://www.altova.com)->
<{ELEMENT street (#PCDATA)>

<IELEMENT state (#PCDATA)>

<!ELEMENT personal-address ((address+,validzip))>

<IELEMENT count}' ({PCDATA)>

<!ELEMENT country (#{PCDATA)>

<IELEMENT city (#PCDATA)>
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<IATTLTST city

zip (94783 194303 190472 | 90092) #REQL'TRED

>

<IELEMENT address {(street, state, city, county, country))>
<IELEMENT address ((street, state, city, county, country))>
<!A I LIST address

name CDATA #REQUIRED

>

<IELEMENT zipcode (#PCDATA)>

<IELEMENT validzip {(zipcode))>

The augmented DTD of personal-address might require the following in an NXD
database to validate valid zip codes similar to relational foreign key validation. Note the

use of XQuery to achieve this in the code below.

CREATE A 03

BEFORE UPDATE. INSERT ON document ("personal-address.xmi")//address
FOR EACH NODE

DO

{.

for $p in doc("pa.xmi")/faddress/eity/@zp
for $x in doc("pa.xm|")//validzip/zipcode
where SNEW - p$ and $p = $x

return

if (fnzempty($p)) then

<error>Constraint Violation</error>

else $p
} .

While it is clear through varied research in the field of apply key constraints to
XML documents (Arenas et al., 2002; Schmidt et al,, 2002), it is also still true that
implementation of unique key and foreign key constraints is a valuable mechanism to

enforcing data integrity. With the use of triggering mechanisms added to a native XML
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DBMS, providers can offer developers with a useful tool in enforcing data integrity using

a standard query language (XQuery), when manipulating XML data.

The validation results can be summarized as follows. Firstly, this section starts
with the personal-address.xmi document. Next, it assumes a DTD segment for pérsonal-
address having the specified attribute constraint, where only those specified zip codes are
allowed. Those NXDs that do not support DTD validation would have the statements for
checking constraint validation and validating reference data. Finally, the augmented DTD
of personal-address niight require the following in an NXD database to validate valid zip
codes similar to relational foreign key validation. Note the use of XQuery to achieve the

validation. The result summarized as shown in the table 4.4.

Table 4.4 Summarized result

Indicadition Native XML database XML_EnaBIed
database

Commands DTD XDR
Performance (single record) XQL XPath
Performance (mass records) Low High
User Interface: High Low
User Friendliness "~ Good Good
Implementation - Good Fair
Maintenance Fair Good

4.5 Conclusion

This chapter implemented the data sets in both databases. The dafa sets are used
from smallest 65.8 MB to largest 183 MB. Each measurement is repeated three times, and
the average value is taken. Examine the efficiency and the time for restore and rebuild the
XML document from both database (XED and NXD) in seconds. Comparé both databases

in terms of time complexity when evaluating the performance.
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CHAPTER 5

EXTENSIVE DISCUSSION

5.1 Introduction

With the popularity of XMI, and increasing amount of information stored and
exchanged using XML, efficient hosting of XML stores and efficient processing of XML.
queries becomes important in the database community. Conventional database vendors provide
relational support for XML data, e.g., DB2 (IBM), Microsoft SQLXML (Microsoft) and Oracle
9i (Oracle). However, there is inherent impedance mismatch between the relational (sets of
tuples) and ‘XML (unranked trees) data models. An alternative approach to using relational
databases for XML data is to build a specialized XML data manager, i.e., one which can reflect
the hierarchical structure of the XML data. This is referred to as a native XML database. In
native XML databases, XML data is generally modelted as trees, where tree nodes represent
XML elements, attributes and text data, and edges for element/sub-element relationship. In this
chapter, the extensive discussion is presented for storing and extracting complete xmi
documents, inserting process, updating process, deleting process and searching process. Also,
validation results is further analyzed. The three objectives has been achieved by the proposed

algorithms.
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5.2 Analysis and Discussion for Evaluating the Native XML Database Performance

There are several desirable features for the XML database storage systems. First, the
difficulty of converting the shredding of XML data into relational tables increased with
increasing the data size (Zhang and Tompa, 2004). Secondly, the storage system should be
robust enough to store any XML documents with arbitrary tree depth or width, with any
element-name alphabet, and with or without associated schemata. Moreover, local update to
the document should not cause drastic changes to the whole storage system. Therefore, the
design of the storage system should tragie-off between the query performance and update

costs.

In the first research question, it is difficult to find the storage system for XML
documents to support efficient evaluation as well as storing and updating XML documents.
Therefore, to evaluate thé Native XML database performance in a comparison with
XML _Enabled database, the proposed algorithm determines the points of difference between
the structure of XML documents and the structure of the database that contain, understand
negative effects of increasing the number of these data within databases. These pomts were
determined by added a fixed number of XML documents are assigned to be imported into the
databases. The documents are repeated from the smallest to the largest for three times, and the

average value is taken. The first objective is achieved.

5.3 Analysis and Discussion for Enhancing Entity Relationship Algorithm of the
Relational Schema

In the second research question, how to evaluate path expressionsreﬁiciehtly for
different types of queries? Therefore, to enhance entity relationship (EER) algorithm of the
relational schema to improve Insert, Delete, Update and Search XML document and compare
the performance of XML _Enalbled daﬁbase and Native XML database, by implementing the
same command and control data model. The experimental results show thét Naiiv’e XML
database has better performance than M_Engbied database to storing XML documents
(Because of indexing in Native XML database allows to perform operations in memory
(which is fast), rather than reading from disk which is slow. In Single Records of Inserting

Process, as the results indicate, when data size increases, XML _Enabled database’s
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performance always seems efficient, due to the technique of storing and organizing the huge
data inside Native XML database. The XMl.-enabled database has better performance than
the native XML database in all cases. However, both products have steady figures no matter
how large the database is. In Mass Records of Inserting Process, Native XML database’s
performance will be better choice, whereas it consume about half the time that the
XML _Enabled database consume, due to the technique of storing and organizing the huge
data inside Native XML database. Moreover, the API in XMIL,_Enabled database, cause the
problem of congestion and accumulation for huge size data. The consumed time in the Update
process is less the consumed time in insert process. The reason behind this is that, insert
examines and check carefully data validity and unique indexing process, while in Update and
delete process, the data have been taken from the database, and so the time is saved. In
Update Mass record process, the performance of XML_Enabled database still better than
Native XML database for the data (<=127 MB). Native XML database’s performance is better
for huge data (>=183 MB). This is because XML _Enabled database has simple query and
effective structure to perform Updata/Mass record, while Native XML database need to
execute additional query process before retrieval the data whereof cause consumption of
more time with data (<=127 MB). Delete process has similar functions to Update process,
where there is no big difference in the performance between the two processes (Delete
process and Update Process, and both processes to be effected with database’s size. In Delete
process (Mass record), the XML _Enabled database has much better performance than Native
XML database with all data size which have been tested in this research except data size
(<183), and the reason behind this has already explain earlier in (Update Mass record). For
the XML_Enabled database, a simple structural and powerful SQL query can perform a mass
delete. In contrast, the servlet program for the Native XML database needs to execute an
additional query prior to retrieving all possible Clients/Substance s. Then the program uses
the temporary list to remove records. In Searching Process, the Native XML database
outperforms the XML Enabled database. The Native XML database provides steady
performance in all cases. We conclude that the Native storage strategy and indexing approach
are efficient enough for searching in a database. In all, it explores the functionality of the
databases {(Native XMI. Databases & XMI._Enabled Databases) in handling big sizes of
XML documents. By evaluate and compare the performance of the data queries in both
databaées. Then create a Native XML method that Insert, Delete, Update and Search Big sizes

of XML document. The second objective is achieved.
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5.4 Analysis and Discussion for Validating the Algorithm in Native XML Databases

In the third research question, the thesis solved how to validate the algorithm in Native
XML databases by an example. It is clear through varied research in the field of apply key
constraints to XML documents, it is also still true that implementation of uniqué key and
foreign key constraints is a valuable mechanism to enforcing data integrity. The validation
results can be summarized as follows. Firstly, this section starts with the personal-address.xm]
document. Next, it assumes a DTD segment for personal-address having the specified
attribute constraint, where only those specified zip codes are allowed. Those NXDs.that do
not support DTD _vaiidatién would have the statements for checking constraint validation and
validating reference data. Finally, the augmented DTD of personal-address might require the
following in an NXD database to validate valid zip codes similar to relational foreign key

validation. Note the use of XQuery to achieve the validation. The third objective is achieved.
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Table 5.1

The summary on the objectives and the outcomes

Objective

QOutcome

The evaluation the
Native XML database
performance in a
comparison with
XML _Enabled
database
The
entity
(EER) algorithm of

the relational schema

enhancement

relationship

to improve Insert,
Delete, Update and
Search XML
document

The validation the
algorithm in Native

XML databases

Determining the points of difference between the structure of XML
documents and the structure of the database that contain,
understanding negative effects of increasing the number of these

data within databases

Insert, Delete, Update and Search XML document and compare the
performance of XML _Enaibled database and Native XML database,
by implementing the same command and control data model. The
experimental results show that Native XML database has better
performance than XML _Enabled database fo storing XML
documents rather than reading from disk which is slow. It' can be
concluded that the Native storage strategy and indexing approach are
efficient enough for inserting, deleting, updating and searching in a
database. '

It is clear through varied research in the field of apply key
constraints to XML documents, it is also still true that
implementation of unique key and foreign key constraints is a

valuable mechanism fo enforcing data integrity.

5.5 Conclusion

In this chapter, the extensive discussion have been presented for achievements of the

three objectives. In section 5.2, the objective of the evaluation the Native XML database

performance in a comparison with XMIL_Enabled database was achieved. In section 5.3, the

objective of the enhancement entity relationship (EER} algorithm of the relational schema to

improve Insert, Delete, Update and Search XML document. In section 5.4, the objective of the

validation the algorithm in Native XML databases was achieved. In all, the proposed method

has better performance compared with the existing schema. The summary oh the objectives

and the outcomes in Table 5.1.
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CHAPTER 6

CONCLUSION AND RECOMMENDATIONS

6.1 Conclusion

Both the XML, Enabled database and the Native XML database provide good graphical
user interfaces. The Native XML database uses a Web-based application, which acts as the
centralized database administration software, while the XML_Enabled database is a Windows-

based application.

The main aim of this thesis was to evaluate the path expressions in Native XML
databases, and then enhance entity relationship (EER) algorithm of the relational schema to
improve Insert, Delete, Update and Search XM document (XML files with a large number of
elements) in Native XML databases. Firétly, start by measure the size of both databases (XED
and NXD). Second, insert XML document one by one. Then, start the functions for Update,
Delete and Search for parts of XML document and whole XML document.

In a relational database, data and structures are defined. Columns represent data. Tables
and relationships form structure. This can be managed well in searching for data and for

database navigation.

XML attributes refer to the data. XML elements and sub elements build the structure.

In addition, attributes do not have the concept of ordering.
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This is similar to columns in a table. No matter how one changes the position of

a column in a table, the data content inside a table does not change. For the first approach,
tables and columns are both defined as element types. It may be ambiguous to a parser to
“decide the role of an element. The flexibility of searching for child elements is less than
the attribute approach. This is because an element does have ordering meaning. Hence, it

cannot fully represent the location-independence of data from an RDBMS concept.

After analyzing the above results, conclude that XML,_Enables database has better
performance than Native XML database for small data size of XML documents (<=117
MB). XML _Enabled database performance starts to deteriorate with the large data size
(>127 MB), because XMIL,_Enabled database cannot handle the large data size of XML

- documents as efficiently due to conversion overhead. Whereas, Native XML database has
better performance than the XMI,_Enabled database for handling XML documents with
larger data sizes, because Native XML database engine directly accesses XML data

without conversion.

XML _Enabled database and Native XML database have steady and almost same
performance single record: insert, delete, and update. From 65.8 to 183 MB, though the
XML _Enabled database record slightly better performance

The Native XMI, database shows advantages in handling XML documents for
mass record. Whereas it provides better scalability as the database grows. Both inserting
and deleting are almost similar results. For mass updates, the Native XML database stifl
has advantages, but the difference is not as obvious as in the previous case. As the
XML _Enabled database needs one SQL statement to perform mass updates, the Native
XML database achieves this indirectly. We have tried to discover any API of the Native
XML database that provides mass update functionality but without success. It seems that
update functionality is a weakness for this Native XML database. Instead, we have to

“retrieve a single document, change it by another API, and then return the results to the

database or display them through XSL. This consumes quite a lot of running time.

The Native XML database produced better results in the reporting section, which
implies that the Native XML database X-Query has performance gains from query
optimization. Most of the figures show that the XML_Enabled database starts better, but
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becomes worse as data size grows. The difference becomes obvious as the query becomes

more complicated. Query 14 and Query 15 in figure 4.15 and 4.16 show this.

6.2 Research Contributions

The main objective of this research work was to evaluate and optimization of path
expressions in Native XML databases, by create a Native XML method that Insert,
Delete, Update and Search XML document. The objective has been realized through the

following contributions:

(i)  Determine the points of difference between the structure of XML documents and
the structure of the database that contain, to understand negative effects of
increasing the number of these data within databases. These pdints were
determined by added a fixed number of XML documents are assigned to be
imported into the databases. The documents are repeated from the smallest to the
largest for three times, and the average value is taken.

(i) Explore the . functionality of the databases (Native XML ~Databases &
XML _Enabled Databases) in handling big sizes of XML documents. By evaluate
and compare the performance of the data queries in both databases. Then create a
Native XML method that Insert, Delete, Update and Search Big sizes of XML

document,

6.3 Recommendation of Future Work

Traditional relational databases (XML _Enabled databases) suffer of rigidity, in
the sense that suffers in dealing with semi-structured data (XML data). In spite of
expressive power XML querying laﬁguages, they also present this problem. This study
gives a future idea to deal with the problem of giving more flexibility to Native XML
database:

(i) They are much simpler to use and integrate into applications who deal
predominantly with XML data sources. Even though the scalability, feature

sets, and database infrastructure support will need to evolve, they are still
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(i)

(i)

(iv)

competitive alternatives to RDBMS based solutions and without a doubt,
useful solutions for storing XML data. In regard to database support, we
found that all major XML-enabled databases supported the DOM, Oracle 10G,
IBM DB2 UDB, and MS SQL Server 2005. Each of the navigation and
traversal techniques described above are generally supported using separate
XML indexes that describe the node stored in the CLOB or LOB. Many
NXDs also support the DOM, some of these include eXist, DOMSafeXML,
Infonyte, and Ozone .However, with increasing data size, how to offer more

scalable, faster implementations. It is also the further research work.

Improvement of the effectiveness of hybrid and Native XML retrieval system
by allows efficiently finding the position of a node given its unique id value

in these systems.

Use an algorithm that optimizes the binary search in the function to {raverse
a smaller range of tuples each time by investigating the optimal combination

of Coherent Retrieval and matching elements in the final answer list.

ML has a reputation for being big and unwieldy, but the reputation isn't
entirely  deserved. Many of the size and processing requirements for XML
files are the result of inef‘ﬁcieﬁt developmenf tools. Since VID-XML 2.4,
XimpleWare introduces an extended version of VTD-XML capable of
processing XML documents up to-256 GB in size. In the future work, the
research will focus on the large size of dataset in GB/large amount of data,
and provide an explanation of the issues involved in file size and execution
requirements, and how to streamline those to bring XML in line with other

file formats.
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